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Summary
As Peer-to-peer (P2P) networking technologies become popular, P2P worms which exploit common vulnerabilities of P2P software to achieve fast worm propagation have emerged. It is believed that software diversity can decrease the virulence of worms and the effectiveness of repeated applications of single attacks. In this paper, we introduce software diversity into the prevention of worm propagation in P2P networks. In particular, we propose a P2P-based software diversity model and conduct both theoretical analysis and extensive simulations to test the performance of software diversity in containing P2P worm propagation. The results indicate that our work can provide a new way to mitigate threats of P2P worms.
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Introduction
Peer-to-peer (P2P) overlay networks begin with Napster, Gnutella, and several other related systems, and have become immensely popular in the past few years. Unfortunately, it’s believed that P2P systems can be a potential vehicle for the worm to achieve fast propagation. Kazaa P2P network worms, such as Kitro, Lolol, Benjamin, and Roron, have been widespread. P2P networks provide an ideal venue for new types of worms that prey on common vulnerabilities on the peers in a P2P network. These worms identify new victims simply by following P2P neighbor information on infected hosts. They are different from the currently popular random scanning worms and some researchers consider that P2P worm is a kind of topology scanning worm which can spread much faster over P2P networks, since it does not waste time probing unused IP addresses. Furthermore, P2P worms do not generate high rates of failed connections and they can blend into the normal traffic patterns of the P2P network. The lack of abnormal network behavior makes P2P worms a potentially more deadly threat because most existing defense mechanisms against scanning worms are no longer effective.

Some people have done research on the security of P2P networks, such as secure routing [1] and DOS (denial of service) attacks in the Gnutella P2P system [2]. Simultaneously, much work has been done in worm modeling, analyzing and containing [3], [4], [5]. Several attack techniques for effective worm propagation over different types of network systems including P2P systems are discussed in [6]. Recently, much detailed modeling and analysis on the attack propagation over P2P systems is presented. Yu et al. [7] defined a P2P system based active worm attack model and studied two attack strategies (an off-line and on-line strategy) under the defined model. They observed that a P2P-based attack can significantly worsen attack effects (improve the attack performance). However, they didn’t consider the method to prevent worm propagation in P2P networks. Traditional approaches dealing with worm propagation are not suitable for P2P worms.

In this paper, we attempt to introduce software diversity into the prevention of worm propagation in P2P networks. Real data shows that the interval is decreasing between flaw discovery and flaw exploitation. The propagation rate between susceptible hosts regularly sets new speed records. We have to confess that Microsoft’s monopoly on the desktop (monoculture of operating system) is answerable for the problems, because it draws a near-monopoly of the attacks, in both type and number of attacks. The aftermath of monoculture i
s cascade failure which indulges the worm propagation in networks. The real problem, which is without doubt growing more serious, is that of identical platforms that are riddled with security holes—the same security holes. The distribution of P2P software should not follow the same old disastrous road as that of operating system. Therefore, a desirable method to prevent P2P worm propagation is achieving software diversity in P2P networks. According to the features of worm propagation over P2P networks, we present a P2P software diversity model for worm prevention on P2P networks in this paper. Based on the above P2P model, we study the effectiveness of software diversity in preventing P2P worm propagation. The results of experiments indicate that our work can provide a new way to mitigate threat of P2P worms.

The rest of paper is organized as follows: In Section 2, we present some background related to P2P worms and software diversity. In Section 3, the worm propagation over P2P networks is presented. Based on that, a P2P software diversity model and analysis are specified in Section 4. Finally, conclusion of this paper and future work are given in Section 5.

2. Background

A P2P networked system is a group of Internet nodes that construct their own special-purpose networks on top of the Internet. Such a system performs application level routing on top of IP routing. Researchers have defined structured P2P overlays such as CAN [8], Chord [9], Pastry [10] and Tapestry [11] which give a self-organizing substrate for large-scale P2P applications. Rather than being designed specifically for the purpose of file sharing, these systems serve as a powerful platform for the construction of a variety of decentralized services, including network storage, content distribution, web caching, searching and indexing, and application-level multicast.

Typical worm propagation can be described by epidemic models, such as Simple Epidemic Model [12], Kermack-McKendrick Model [13], SIS (Susceptible Infectious Susceptible) Model [14], Two-Factor Model [15]. Although these models analyze worm’s behavior from different points of view, at least one consentaneous conclusion can be drawn—in the initial phase of worm propagation, exponential increase in infections is observed. Unfortunately, most impact and losses are caused by worms in this period of propagation. Traditional ways based on firewalls, IDS, honey pots and so on, are limited to one host or a small group of hosts, while worm propagation can cover a wide range of networks in short time.

Some researchers assert that security can only be achieved in a real network if a multitude of software packages is utilized. Work has been done to introduce diversity at the system level through a variety of techniques, including both source [16] and instruction set [17] randomization. And some methods artificially introduce diversity to software by virtue of source code modification [18], virtual hardware modification, and compile time randomization techniques. Researchers have begun to examine the problem of distributing diversity from a network-aware perspective that would decrease the rate at which an attacker can progress across the network. To the best of our knowledge, there has been no research devoted exclusively to studying the effect of software diversity on the prevention of P2P worm propagation.

3. Worm propagation over P2P network

P2P network is an overlay network which is composed of numerous peers that are distributed over the whole Internet. The structure of it is elaborately designed for the purpose of network resource sharing. Obviously, worm can use P2P systems as a vehicle for fast propagation as shown in Fig.1.
As we can see from Fig. 1, if a real host belongs to a P2P network, it can attack both its P2P neighbors and hosts in the subnetwork. It’s clear that P2P network accelerates worm propagation over the whole Internet. By containing worm attacks on P2P network, we can achieve our goal of preventing P2P worm propagation. Hence, for simplification purposes, we do not consider the attacks outside the P2P network.

In order to formally analyze P2P worm propagation, we represent the topology of the P2P network by an undirected graph $G = (V, E)$. $V$ denotes a peer in the P2P network. $E$ represents the connection between two peers. Peer degree $d_i$ and scan rate $r_i$ are two of the most important parameters for the worm propagation. This is a naive P2P worm propagation model. On the basis of this model, we present our P2P software diversity model and compare the simulation results to analyze the effect of our method on preventing P2P worm propagation in Section 4. Nevertheless, we believe that our proposed models can be easily extended to more complicated P2P network models. Table I lists all parameters and notations in this simulation.

**Table I: Notations used in this simulation**

<table>
<thead>
<tr>
<th>Symbol</th>
<th>Explanation</th>
</tr>
</thead>
<tbody>
<tr>
<td>$G$</td>
<td>Undirected graph representing the P2P network, $G = (V, E)$</td>
</tr>
</tbody>
</table>

There are various types of P2P systems. Structured P2P systems boast an efficient lookup mechanism by means of DHTs (Distributed Hash Tables). In the structured P2P system, such as CAN, Chord, Pastry and Tapestry, all P2P nodes maintain the same topology degree, which defines the number of neighbors for each P2P node. Contrarily, unstructured P2P systems use mostly broadcast search, like Freenet and Gnutella systems. In this system, the topology degree is a variable for each P2P node. In order to conduct a comprehensive simulation, we run the worm simulation on a random graph network, a small world network, and a power law network.

In this paper we use the power law generator in [19] to generate power law topologies. The node degree of a "power law topology" is heavy-tailed distributed and has the power law cdf $F(d) \propto d^{-\alpha}$, which is linear on a log-log plot [19]. Except power law topology generators, there is no other network generator available to create a heavy-tailed distributed topology. There are other popular topologies such as random graph topology and small world topology [20]. We study worm propagation on these topologies as well. We generate the small world topology by using the two-dimensional small world model presented in [21].

Fig. 2 shows the worm propagation in different P2P topologies. Although the worm attack efficiency is different, we can see that all the worm propagation is fast and most of the peers are infected.
at last.

Fig. 2 worm propagation in different P2P topologies.

4. P2P software diversity model and analysis

In this section, we present the P2P software diversity model and analyze the performance of our work on P2P worm prevention. In this model, we provide algorithms which assign software packages to nodes on the P2P network in order to limit the total number of peers an attacker can compromise using a limited attack toolkit. The primary optimization goal would be to reduce the number of neighboring peers running the same software package on the network.

4.1 Introduction

As stated previously, we represent a P2P network as a graph $G = \langle V, E \rangle$. The number of nodes and edges in the network are denoted by $|V|$ and $|E|$, respectively. The number of neighbors of any given peer is $d_i$. The set of software packages is denoted by $S$, and the number of software packages is denoted by $k$. We need to devise an assignment of software packages, such that the ability of the attacker to compromise the entire network is significantly reduced.

The assignment of $k$ software packages to the graph $G$ is what graph theoreticians would call a coloring of graph $G$. The assignment of colors in such a way that the number of defective edges, or communication links that exist between two peers of the same color, is minimized is called an optimum coloring. A perfect coloring is an assignment of the minimum number of colors necessary to color a graph such that no two neighboring nodes share the same color. The minimum number of colors required for a perfect coloring is denoted by $\chi(G)$. When $k < \chi(G)$, any color assignment will induce at least one edge where both endpoints are similarly colored. A coloring where such an edge, referred to as a defective edge, is present is called a defective coloring. Determining a minimum number of colors required to achieve a perfect coloring is, in the general case, an NP-Hard problem. Aside from a handful of special cases, determining an optimum coloring with a minimum number of defective edges is also NP-Hard.

In this paper, we assume that there is a set of P2P software packages for us to deploy on the P2P networks. We do not focus on techniques to produce diverse P2P software.

4.2 Distributed algorithm

The first, and most basic, algorithm discussed is the Randomized Coloring algorithm. This provides, on average, $\frac{|E|}{k}$ defective edges. Proving this is a simple exercise: after randomly coloring every node on the graph, select a single edge. The probability that both endpoints have the same color is $\frac{1}{k}$. Summing across all edges, the average number of defective edges is $\frac{|E|}{k}$. The algorithm requires $O(1)$ time to run on each node, and zero communication between the nodes is required. Because of the lack of inter-node communication, the algorithm can be considered extremely secure against attack. The graph coloring provided
by the algorithm, however, is sub-optimal. In the worst case, this algorithm performs poorly. A randomized algorithm may lead to every link forming a connection between two identical systems. While the probability of this event occurring is \( \frac{1}{(1/2)^{k+1}} \), the result would have a significant impact on system security.

After executing the randomized coloring algorithm, we could optimize the algorithm as follows: After a random delay, each peer performs a local search amongst its immediate neighbors to determine if switching to a new color would decrease the number of locally defective edges. Since each peer must now poll its immediate neighbors to discover their current color, the algorithm requires \( O(\Delta(G)) \) time to poll the neighbors per cycle, where \( \Delta(G) \) is the maximum degree of the graph.

After the data is collected, \( O(\Delta(G) + k) \) operations must be done to generate a census of the local colors and determine the minority color. Since the peer should check its neighbors and change the software frequently, the software structure of the whole P2P system is not stable. To solve this problem, we use a threshold parameter \( p \) to control the optimizing algorithm. Until the largest count of the same software in a peer’s neighbors exceeds \( p \), the peer should not perform the optimizing algorithm.

By the time the optimizing algorithm has converged, total number of defective edges is provably decreased below the average number of defects in the randomized coloring algorithm. The proof is given as follows:

At the point of convergence, each node is connected to at most \( \left\lceil \frac{d_i}{k} \right\rceil \) defective edges. The number of defective edge endpoints is \( \sum_{i=1}^{n} \left\lceil \frac{d_i}{k} \right\rceil \). The number of defective edges is therefore \( \frac{1}{2} \sum_{i=1}^{n} \left\lceil \frac{d_i}{k} \right\rceil \). In comparison to the randomized algorithm:

\[
\frac{1}{2} \sum_{i=1}^{n} \left\lceil \frac{d_i}{k} \right\rceil \leq \frac{1}{2} \sum_{i=1}^{n} \frac{d_i}{k} = \frac{|E|}{k}.
\]

4.3 Simulation Results

In this section, we report the performance results of our proposed P2P software diversity model. To compare with the results in Section 3, we run our model on a random graph network, a small world network and a power law network, respectively. The corresponding simulation results are shown in Fig.3, Fig.4 and Fig.5.
We can draw two important conclusions from the figures:

1) Although these three topologies are quite different, the simulation results show that our P2P software diversity model can prevent most of the peers from being attacked by P2P worms and the performance of the model is not sensitive to the topology of P2P network.

2) Threshold parameter $P$ of distributed algorithm is a crucial factor in the performance of the model. The simulation with lowest value of $P$ achieves the best performance compared to other simulations. However, a low value of $P$ would cause the peers to change their software frequently. Therefore, the suitable value of $P$ rests with the scale and capability of P2P networks.

5. Conclusions

In the paper, we have presented a P2P software diversity model to study the effect of P2P software diversity on P2P worm propagation. In Section 3, we investigate the worm propagation on P2P networks with different topologies, including random graph topology, small world topology and power law topology. Simulations of our proposed model are presented in Section 4. The results of the simulations demonstrate that our approach has a good performance in restraining the worms over P2P overlay network. To the best of our knowledge, there has been no research devoted exclusively to studying the effect of software diversity on the prevention of P2P worm propagation.

In the future, we would like to extend the study of P2P software diversity to the design of P2P software that could break monoculture automatically.
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