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Summary
Currently the wireless networks are facing more and more problems linked to security threats, which expose legitimate users to increased risk. User authentication is an important aspect in wireless network security, and Extensible Authentication Protocol (EAP) has been widely used. In this paper, we will analyze the existing EAP methods, and will propose a new EAP method: Extensible Authentication Protocol Public Key “EAP-PK”. This method combines between the simplicity of deployment and management of password methods, and the robustness of certificated ones. It can also be used in the same application domains like other existing methods. We have checked the EAP-PK security properties (secrecy and authentication) using the specialized model checker AVISPA, which provides formal proofs of the security protocols.
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1. Introduction

During the last three decades, the use of wireless communication technologies has been growing. This is due to the new applications (skype, voip, MSN, facebook, etc…) introduced in the multiple high technologies solutions such as laptops, smartphones and tablets. Most of these solutions use unsecured public networks to transmit confidential information, like user name, password, private or sensible data that require high security levels.

The first generation of wireless technologies had a bad reputation, due to their poorly designed security mechanisms WEP (Wired Equivalent Privacy). To address all serious weaknesses found, the IEEE has developed the 802.11i standard, which offers a strong security level by using the WPA (Wi–Fi Protected Access).

The WPA was invented by the Wi-Fi Alliance to secure the wireless network. Unlike in the WEP, the encryption key is recalculated more frequently, which leaves no time for an attacker to perform his attack. This is based on the TKIP (Temporal Key Integrity Protocol).

The WPA was invented by the Wi-Fi Alliance to secure the wireless network. Unlike in the WEP, the encryption key is recalculated more frequently, which leaves no time for an attacker to perform his attack. This is based on the TKIP (Temporal Key Integrity Protocol).

To reinforce the security process and to give more flexibility to the wireless network users, the IEEE invented the 802.1x in June 2001. This new release provides an intelligent authentication mechanism based on the authentication protocol EAP (Extensible Authentication Protocol) [1], which is defined by the IETF (Internet Engineering Task Force) [26].

The success of the EAP is the distinction between the EAP protocol and the EAP methods that are used. The principal function of the EAP protocol is to encapsulate the confidential data (login, password, certificate, etc.) used for the authentication. And the EAP methods take in charge the authentication process. As a result, protocols using the EAP are not attached to a particular EAP method, and in case a security fail is discovered, we can simply change this method without changing all the protocol or platform.

Currently, more than forty EAP methods exist, but only six of them are standardized in the IETF. Most of these methods suffer from several problems that make them vulnerable to several types of attacks.

This paper analyses the EAP based authentication methods, and proposes a new EAP method EAP-PK (Public Key), which combines between the simplicity of deployment and management of password methods (EAP-MD5, LEAP, etc), and robustness of certificated ones (EAP-TLS, EAP-TTLS, etc).

The remainder of this paper is organized as follows: section 2 and 3 describe the EAP authentication framework, section 4 briefly reviews the possible wireless attacks, section 5 provides overviews of a variety of EAP authentication methods, such as EAP-MD5 and EAP-TLS followed by a critical analysis, section 6 and 7 introduce and analyse the new proposed method, and section 9 illustrates the validation results of the EAP-PK by using the tool AVISPA presented in section 8. At last, we draw our concluding remarks in section 10.2. Tables, Figures and Equations

2. Extensible authentication protocol

EAP (RFC 2284) is an authentication protocol defined by the Internet Engineering Task Force (IETF) that typically rides on top of other protocols such as 802.1x, RADIUS, PPP. Through the use of EAP support, a number of authentication schemes may be added, including smart cards, Kerberos, Public Key Infrastructure (PKI), One Time Passwords (OTP), and others.
The protocol 802.1x supports the EAP protocol as an authentication support protocol between the supplicant and the authenticator [1]. EAP typically runs directly over data link layers such as Point to Point Protocol (PPP) or IEEE 802, without requiring an IP address. The main advantage of the EAP architecture is its flexibility, because it is independent from the used authentication method. This protocol is named extensible protocol.

Some authentication methods are predefined like MD5, OTP, TLS [9], TTLS an SIM. These methods support authentication credentials that include digital ID, Password, certificates, secure tokens, and SIM secrets... Other methods can be added without changing the network protocol or defining new ones.

The RFC 4017[2] and RFC 3748 [1] define some mandatory, recommended and optional requirements for the EAP methods used in IEEE 802.11 wireless:

**The mandatory requirements**

The mandatory requirements can be considered as the base level functionality, which is required from an authentication method to provide basic security to the wireless network. The EAP method must support the following features:

- **Generation of symmetric keying material**
  The EAP method must have the ability to generate an exportable key like a session key which can used for further key generation or data encryption.

- **Key strength**
  The key strength is an important security parameter, the EAP method must have diverse key size generation (at least 128 bits).

- **Mutual authentication support**
  The EAP methods must provide a mechanism by which the supplicant authenticates the network and the network authenticates the supplicant.

- **Shared state equivalence**
  The EAP methods must provide a mechanism by which both parties (supplicant and server) can share some state attributes such as the method version number, the cryptographic keys shared, contributor names and ciphersuites.

- **Resistance to dictionary attacks**
  When the EAP method uses a password authentication, the method must provide a protection to dictionary attacks.

- **Protection against man-in-the-middle attacks**
  The EAP method should provide sturdiness to the man in the middle which tries to convince the user to connect to a rouge access point. In order to prevent this attack, no authentication functionality must be provided to the access point.

- **Protected ciphersuite negotiation**
  The EAP method should protect the pre-negotiation used to select the cipher type to protect the EAP conversation.

**Recommended requirements**

Below a number of recommended requirements which should be supported by the EAP methods:

- **Fragmentation**
  The EAP method should be able to segment or reassemble its transactions if the EAP message exceeds minimum MTU of 1020 octets.

- **End-user identity hiding**
  As like the protected ciphersuite the EAP should hide the user identity by encryption or another method.

**Optional requirements**

The EAP authentication methods used for authentication may support the following features:

- **Channel binding**
  The EAP method should support a mechanism by which server authenticator and supplicant can be conveyed to out of band devices such as lower-layer protocols.

- **Fast reconnect**
  In the case of a lost a security association, the EAP methods should offer a mechanism to re-authenticate a client with a reduced number of message exchanges.

3. **EAP Models**

The 802.1X authentication framework provides Extensible Authentication to Link layer, which is transparent to upper layer (figure 1).
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the entity capable of authenticating the EAP client. The RFC 3748 [1] define two types of EAP models:

**EAP multiplexing model**

Using a layered model, the EAP multiplexing model can be illustrated in the figure 2

![EAP layered-model](image)

Lower layer is responsible for transmitting and receiving EAP frames between the user and the authenticator. This layer supports PPP, wired LAN, wireless LAN, etc. EAP layer detects and transmits the EAP packets from and to EAP peer or authenticator. EAP method layer implements the authentication algorithm.

In this model, the EAP server and the EAP authenticator are combined, the authenticator will implement all the authentication methods, or we could say that the authentication service is embeded in the authenticator.

**Pass-Through behaviour model**

When the EAP server is separated from the EAP authenticator, the EAP authenticator is said to act as an EAP pass-through authenticator, and the EAP server is referred as Back-end EAP authentication server. The EAP pass-through authenticator forwards EAP packets between the EAP peer and the EAP server and waits for a message called EAP-Success or a message called EAP-Failure messages from the EAP server indicating respectively the success or the failure of the EAP authentication. In case of successful authentication, the EAP authenticator grants the network access service to the client, in the opposite case, the client is rejected. As a result the authenticator only needs to understand the EAP success and failure message (EAP message with code with 3 (success) or 4 (failure)) and allowing EAP requests and responses to pass without understanding their content. The figure 3 illustrates the EAP pass-through authenticator layer architecture.

The EAP sets 4 types of EAP messages (request, response, success and failure). The figure 4 illustrates a typical exchange of a user authentication. The communication starts by the user which broadcast an EAPOL-Start frame. The authenticator reply by asking the user for user identity through an EAP-Request identity, encapsulated inside an EAPOL packet frame. After user identification, the peer and the EAP server agree to choose an authentication method, and the authentication process starts. The authentication server sends an EAP request with a specific type and the supplicant reply with an EAP response message of the same type. All types of EAP messages (EAP request, EAP response, EAP success and EAP failure) are encapsulated in EAP-Packet. The EAP request (from EAP server to supplicant) and EAP response (from supplicant to EAP server) transmit data, while the result of authentication is carried by EAP success and EAP failure messages.

4. **Possible Attacks**

The possible attacks on the EAP method include [8]:

- Find user identities by reading unencrypted authentication exchanges,
Spoofing EAP packets in order to collect such information as SSID and the channel of the AP. Denial of Service (DOS) attacks can use and modify the spoofed authentication responses, replay attacks and can also cut the session between client and legal access point or packets with overlapping identifiers.

Dictionary attack or using a list of common passwords in order to attempt to gain access by simulating the authentication exchange offline.

Man-In-The-Middle (MITM) attack in which an attacker mount a rouge access point between the client and the authentication into a trusted network [7].

Interfering with negotiation of encryption parameters including the encryption type used in order to negotiate a less secure type which is easier to launch a subsequent attack against,

Simulating an authenticator and providing false information to either the client or the EAP authenticating server and the encryptions algorithm flaws.

Generally these attacks take advantage of some flaws presented in the wireless technology and the EAP methods such as the shared communication channel, the lack of mutual authentication between the user and the authentication server and the weak cipher algorithm. To address these issues a number of authentication mechanisms are proposed like:

- **ID/Password:** it is the simplest method in which the user proofs his legitimate identity just by sending his user name and his password in clear.

- **One-time passwords:** to avoid several types of attacks in this mechanism each password is used one time by using a list of passwords or generating password by a card (SecureID card) that can calculate these passwords based on a predefined algorithm.

- **Challenge/response [6]:** the supplicant can use a pre-shared secret (password) to calculate the response to a challenge sent by the authentication server.

- **Using a strong cipher algorithm:** In this mechanism a secure channel is used to transmit the authentication between the two parties, the data is protected by adding encryption and integrity protection. This mechanism can support many authentication mechanisms such as password in the clear

- **Zero-Knowledge password [25]:** This mechanism allows authentications for both parties without pre-shared information (password, key) just by using the Diffie–Hellman algorithm.

- **Certificates:** This mechanism can be used to check the server / supplicant identity by using certificate provided by public key infrastructures (PKIs).

In the next section we present two type of EAP method using different authentication mechanism (EAP-MD5 and EAP-TLS).

### 5. EAP methods

**EAP-MD5:** This method is described in the RFC 2284[3] and illustrated by the figure 5. It is based on shared login - password between the supplicant and the authentication server, by using a CHAP mechanism (Challenge Handshake Authentication Protocol) - RFC 1994 [4]. To avoid the direct asking of the password, the server sends to the supplicant a random challenge value (message 4). And the supplicant confirms its identity by hashing the ID, password and the challenge number (message 5). The ID and the challenge request are 1 byte and 16 bytes in length respectively. The server should create a new challenge for the next challenge/response handshake. Each new challenge value must be accompanied by a challenge ID to distinguish that challenge from others.

The CHAP protocol defines challenge and response packets. Each including a CHAP header, the CHAP data, and other related fields as shown in table 1.

<table>
<thead>
<tr>
<th>Field name</th>
<th>Sub-Field</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>CHAP Header</td>
<td>CHAP Code</td>
<td>01 for challenge / 02 for response</td>
</tr>
<tr>
<td>CHAP Header</td>
<td>CHAP Id</td>
<td>01 (first message)</td>
</tr>
<tr>
<td>CHAP Header</td>
<td>CHAP length</td>
<td>00 23 (for 35 octets) / 00 18 (for 24 octets)</td>
</tr>
<tr>
<td>CHAP data</td>
<td>Value Size</td>
<td>10 (for 16 octets or 128 bits challenge or hash value)</td>
</tr>
<tr>
<td>CHAP data</td>
<td>Value</td>
<td>A randomly generated 128 challenge or a 128 bits MD5 hash calculation ( ID</td>
</tr>
<tr>
<td>CHAP data</td>
<td>Server or Peer name</td>
<td>Name authentication server or challenged user</td>
</tr>
</tbody>
</table>

This simple method provides some advantage like no need a PKI infrastructure, simplicity and fast authentication mechanism but it has several flaws like: No mutual authentication, no data privacy protection, no key generation over time (same issue as WEP) and no strong encryption method. For this it is vulnerable to many types of attacks like man in the middle and dictionary attacks.
The EAP MD5 does not derive the creation of Master Key, immediately after authentication the wireless client and access point would jump into WEP encrypted communications, which reduces the risks of eavesdropping, impersonation, or data corruption by a hostile attacker.

EAP-TLS: To authenticate and to guarantee the mutual authentication between all participants (users and server) in the network, the EAP–TLS method uses client and server certificate. Managing certificates for all users can be the major downfall of this method, because the most organization does not have a Public Key Infrastructure (PKI).

The figure 6 illustrates the EAP-TLS message flow. After supplicant identity check (message 3) the communication continues with a handshake protocol, the server send the EAP-TLS/Start packet, and the supplicant will respond with a Client Hello message including the client's TLS version number, a session ID, a random number, and a set of cipher suites supported by the client (message 4). The server will choose a cipher suite from these supported by the supplicant and will reply by an EAP-TLS request packet which will contain a Server_hello message, server key exchange, public key and his certificate X509, (message 6). The supplicant verifies the certificate of the server and reply by his certificate and his public key. Based on the random numbers exchanged, the supplicant and the server define a cipher session key. The change_cipher_spec signals, the change of the key and the TLS_finished ends the hand check authentication. In the case of success check both parties send an EAP response message with no data.

In the face of the many advantages provided by this method there are some disadvantages as like:

**Administration cost:** This method requires a trusted third party to create and check the validity of the certificates. Therefore the cost of creation, maintenance and administration will be increased.

**High protocol exchange:** In order to complete the authentication process, this method requires a high number of protocol exchanges, between the user and the authentication server. This elongates the authentication delay for the user (which causes a problem in case of roaming and increase power consumption) and uses more computing resources on the authenticator.

EAP-TLS and EAP-MD5 are not ideal for operating in an environment IEEE 802.11 due to burdensome management, unilateral authentication and low resistance to several attacks (man in the middle, spoofing and dictionary attacks). Other EAP methods were standardized as EAP-OTP (One-Time-Password) and EAP-GTC (Generic Token Card) [1], which are simple to use, but have offered a unilateral authentication. EAP-SIM [20], and EAP-AKA (Authentication and Key Agreement) [21] have been specified to operate in GSM / UMTS environments but require smart cards.
management system. All of the more sophisticated authentication methods (EAP-TLS, EAP-TTLS, EAP-PEAP, etc.) necessitate a high infrastructure (PKI) and an administration service, which complicate the network design and increase the maintenance cost. In the other hand the weakest methods (EAP-MD5, LEAP, etc.) are easy to implement, does not require a complicated infrastructure and are simple to employ.

In the next section we propose a new EAP method called EAP-PK, which combines between the advantage of using an asymmetric cipher algorithm and the simplicity of using symmetric key management. It is backward compatible with the existing EAP protocol since it does not require any change in the 802.X standards and combines between the low cost and the high authentication security.

### 6. The proposed method : EAP-PK

To provide a mutual authentication and data integrity check this method uses an asymmetric cipher algorithm like RSA, Pohlig-Hellman, etc. Normally for each entity the asymmetric algorithms use a different pair of keys (Ke, Kd), Ke is the public key used for data encryption and Kd is the private key used for data decryption.

The mutual authentication method proposed in this paper, uses a unique pair of keys (Ke, Kd). This pair of keys is considered as a pre-shared secret key between the client and the EAP authentication server. Both parties can prove to each other that they know the secret key (Ke, Kd) for preventing third party access to the conversation. The EAP-PK can be classified as a password method. It does not require a PKI infrastructure, and it can be built into simple wireless access point (AP). The used pair of keys can be generated by the authentication server and communicated to the client via a secure channel independent of 802.11 WLAN (email, post mail, etc)

As shown in figure 7, the authentication process of EAP-PK consists of 5 steps described below:

1) After receiving the EAP_Start message, the authenticator (AP) replies by sending the EAP-Request/Identity message to the user.
2) The user station answers with an EAP-Response /Identity message, containing the user identity (MyID). This is the first actual exchange that informs the server on the identity of the user.
3) Then, the EAP server looks for the user information in its access data base, retrieves the user’s authentication keys (Ke, Kd), and continues the authentication

<table>
<thead>
<tr>
<th>Method</th>
<th>Encryption technologies</th>
<th>Vulnerability</th>
<th>Analyze</th>
</tr>
</thead>
<tbody>
<tr>
<td>EAP–MD5</td>
<td>One-way message digest</td>
<td>Dictionary attack</td>
<td>Easy to implement</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Man-in-the-middle attack</td>
<td>Supported by many server</td>
</tr>
<tr>
<td></td>
<td></td>
<td>No mutual authentication</td>
<td>Use passwords in the clear</td>
</tr>
<tr>
<td>EAP–TLS</td>
<td>Digital certificates X509</td>
<td>Strong authentication, resistant to attacks.</td>
<td>Using certificates in both side</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Strong but more complicated to manage</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Mutual authentication</td>
</tr>
<tr>
<td>EAP–TTLS</td>
<td>Encapsulation in a tunnel to complete authentication via login / password. Digital certificates x509 or Diffie–Hellman algorithm to generate keying material Symmetric key for data encryption</td>
<td>Strong authentication, resistant to attacks.</td>
<td>Creating a secure TLS tunnel</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Supports PAP, CHAP, MS-CHAP, MS-CHAPv2</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Certificate mandatory server side, client side optional</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Mutual authentication</td>
</tr>
<tr>
<td>EAP–PEAP</td>
<td>Encapsulation in a tunnel to complete authentication via login / password. Digital certificates x509 or Diffie–Hellman algorithm to generate keying material Symmetric key for data encryption</td>
<td>Strong authentication, resistant to attacks.</td>
<td>Similar to EAP-TTLS</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Mutual authentication</td>
</tr>
<tr>
<td>EAP–LEAP</td>
<td>Diffie–Hellman algorithm to generate keying material • Symmetric key for data encryption</td>
<td>Dictionary attack.</td>
<td>CISCO Proprietary solution</td>
</tr>
</tbody>
</table>

As shown in figure 7, the authentication process of EAP-PK consists of 5 steps described below:

1) After receiving the EAP_Start message, the authenticator (AP) replies by sending the EAP-Request/Identity message to the user.
2) The user station answers with an EAP-Response /Identity message, containing the user identity (MyID). This is the first actual exchange that informs the server on the identity of the user.
3) Then, the EAP server looks for the user information in its access data base, retrieves the user’s authentication keys (Ke, Kd), and continues the authentication

### Tab 2: EAP method comparison

<table>
<thead>
<tr>
<th>Method</th>
<th>Encryption technologies</th>
<th>Vulnerability</th>
<th>Analyze</th>
</tr>
</thead>
<tbody>
<tr>
<td>EAP–MD5</td>
<td>One-way message digest</td>
<td>Dictionary attack</td>
<td>Easy to implement</td>
</tr>
<tr>
<td></td>
<td></td>
<td>Man-in-the-middle attack</td>
<td>Supported by many server</td>
</tr>
<tr>
<td></td>
<td></td>
<td>No mutual authentication</td>
<td>Use passwords in the clear</td>
</tr>
<tr>
<td>EAP–TLS</td>
<td>Digital certificates X509</td>
<td>Strong authentication, resistant to attacks.</td>
<td>Using certificates in both side</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Strong but more complicated to manage</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Mutual authentication</td>
</tr>
<tr>
<td>EAP–TTLS</td>
<td>Encapsulation in a tunnel to complete authentication via login / password. Digital certificates x509 or Diffie–Hellman algorithm to generate keying material Symmetric key for data encryption</td>
<td>Strong authentication, resistant to attacks.</td>
<td>Creating a secure TLS tunnel</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Supports PAP, CHAP, MS-CHAP, MS-CHAPv2</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Certificate mandatory server side, client side optional</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Mutual authentication</td>
</tr>
<tr>
<td>EAP–PEAP</td>
<td>Encapsulation in a tunnel to complete authentication via login / password. Digital certificates x509 or Diffie–Hellman algorithm to generate keying material Symmetric key for data encryption</td>
<td>Strong authentication, resistant to attacks.</td>
<td>Similar to EAP-TTLS</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Mutual authentication</td>
</tr>
<tr>
<td>EAP–LEAP</td>
<td>Diffie–Hellman algorithm to generate keying material • Symmetric key for data encryption</td>
<td>Dictionary attack.</td>
<td>CISCO Proprietary solution</td>
</tr>
</tbody>
</table>

As shown in figure 7, the authentication process of EAP-PK consists of 5 steps described below:

1) After receiving the EAP_Start message, the authenticator (AP) replies by sending the EAP-Request/Identity message to the user.
2) The user station answers with an EAP-Response /Identity message, containing the user identity (MyID). This is the first actual exchange that informs the server on the identity of the user.
3) Then, the EAP server looks for the user information in its access data base, retrieves the user’s authentication keys (Ke, Kd), and continues the authentication
protocol by sending an EAP Request/Challenge message. This message contains an authentication token \( \text{AUTN} = \{\text{challenge}\}_K_e \) (generated challenge number encrypted with \( K_e \)) concatenated with server ID and a message integrity check (MAC), \( \text{MAC} = \{\text{challenge} \| \text{ServId} \| \text{UserId}\}_K_e \) (encrypted with \( K_e \)).

4) When the EAP-Request/Challenge message is received, the user station decrypts the AUTN with the \( K_d \) key, calculates a local \( \text{MAC}' = \{\text{challenge} \| \text{ServId} \| \text{UserId}\}_K_e \) and compares it with the received MAC. If they are not equal, the user station aborts the attempted session. If they are equal, this means the EAP server is legitimate. In the case of a positive verification the user station responds with an EAP Response/Challenge message that includes a generated random number \( \text{RAND} \) concatenated with \( \text{RES} = \{\text{RAND} \| \text{challenge}\| \text{UserId}\}_K_e \) (encrypted with \( K_e \)). The AUTN and MAC permit to the user station to authenticate the EAP server, and to check the message integrity.

5) After receiving the user station response, the EAP authentication server calculates a local \( \text{RES}' = \{\text{RAND} \| \text{challenge}\| \text{UserId}\}_K_e \) and compares it with the received \( \text{RES} \) from the user station. If they are equal, this means the user station is legitimate; the EAP server will send an EAP-Success packet to the access point (AP) to allow access to the supplicant. If they are not equal, the user station is not legitimate and the authentication server signals failure to the AP. The \( \text{RES} \) is used to check the supplicant authentication and the message integrity.

The server and the user station can use the shared key \((K_e, K_d)\) to exchange a session key for future communication.

7. EAP-PK Analysis

The EAP-PK does not only address all the mandatory features required by the RFC 4017 [2]; it also has several advantages in comparison to other EAP methods:

- **Mutual authentication**: Compared to EAP-MD5, EAP-PK offers to the supplicant the possibility to authenticate the server. He can now detect more easily the rogue access point and check the message integrity by decrypting the received challenge and comparing the calculated and the received MAC.

- **Quick authentication**: Unlike the EAP-TLS method, EAP-PK is based on challenge/response mechanism with a reduced number of exchanged packets, which offers a quick authentication process.

- **Implementation cost**: The EAP-PK method can be implemented without using a PKI infrastructure, therefore reducing implementation and maintenance costs.

- **Confidentiality**: The confidentiality is guaranteed by using a strong encryption algorithm like RSA, Pohlig-Hellman, etc.

- **Protection against the man in the middle attack**: Made possible by the strong cipher used and the privacy of the pre-shared key \((K_e, K_d)\).

- **Protection to the replay attack**: The EAP-PK method is robust to the replay attack because the challenge and
RAND are generated for each new authentication and are used one time.

The proposed method is evaluated by using the formal security verification platform AVISPA. In the next section of this paper, we will present the AVISPA tools and discuss the validation results of the EAP-PK.

8. AVISPA Description and architecture

Network security protocols, such as key-exchange and key-management protocols, are difficult to design and to debug. The formal verification is a logic for proving security properties of network.

In the last decade the formal verification of security protocols has been booming and was the subject of intense research. This gave birth to a number of verification tools, like Murphi [10], CSP [11], FDR [12], NRL protocol analyzer [13], Isabelle [14] and AVISPA [15].

The main goal of this section is to briefly describe the Automated Validation of Internet Security Protocol and Applications tool (AVISPA).

AVISPA is an automatic push-button formal validation tool for internet security protocols. It has been developed in a project funded by the European Commission under the Information Society Technologies IST programme. AVISPA is based on sending and receiving messages, and performing decryption and digital signature verification actions.

AVISPA takes as input a High Level Protocol Specification Language (HLPSL) for describing security protocols and specifying their intended security properties. HLPSL is an explicit and intuitive language to model a protocol, its semantics is based on Lamport’s Temporal Logic of Actions (TLA) [16][17]. The HLPSL is based on roles; each protocol is divided into a set of Basic Roles representing the actions of one single agent in a run of the protocol, and Composition Roles which represent the entire protocol and instantiate the Basic Roles. Each role is modelled as a 'state'. Each state has variables which are responsible for the state transitions, retrieves its initial information by parameters, and communicates synchronously with other roles by channel [17]. The security goal is the most important feature of this tool. It allows the model checkers to find the possible attacks. In general, authentication is modelled by these words: witness, request, wrequest and secret. The figure 8 shows the structure of the AVISPA Tool [2].

Once the protocol is modelled in HLPSL, AVISPA translates them into a lower-level language Intermediate Format (IF) by a translator called hlpsl2if. IF is executed directly by the back-ends tools (OFMC, CL-AtSe, SATMC and TA4SP) to verify if the security goals are satisfied or violated. For more information about the back-end tools refer to AVISPA user manual [22].

The AVISPA tools and HLPSL language are a very popular formal verification pack. However, the differences between the specification language and the notation User and Server, particularly the definitions role by role and not message by message, make this pack difficult to use. For this reason, a new tool “Security Protocol Animator” (SPAN) was created to facilitate the specification phase by allowing the animation of the language HLPSL [23].

SPAN can be used to design and to verify the correctness of the formally modeled protocol; it helps to simulate the designed protocol using HLPSL specifications and to build Message Sequence Charts (MSC) of the protocol [24]. SPAN also allows checking the generation of nonce values and message texts. Since SPAN implements an active intruder, it can also be used to interactively find and build attacks on protocols.

Fig. 8. Architecture of the AVISPA tool

9. Specification and validation

This section presents the validation results of the EAP-PK, obtained by using the tools AVISPA and SPAN. Since the authenticator only passes through the authentication messages between the peer and authentication sever, the authenticator can be omitted in the formal verification.

EAP-PK protocol is defined in User (user station) and Server (authentication server) Model and then is coded in the formal language HLPSL used in AVISPA. The correctness of the written HLPSL code is checked using
the protocol animation tool SPAN. Then, the protocol is analyzed by executing the AVISPA tools. The figure 9 presents an extract of the EAP-PK specification in the HLPSL language.

We assume that the user station and the authentication server had a pre-shared pair of key (Ke, Kd) in advance. The server then generates a nonce value (challenge) while the client generates RAND. After protocol verification with SPAN, the intruder simulation was done to check the robustness and whether it makes any abnormal flaws in the protocol run. The HPSL code and the follow goals were verified:

**Mutual Authentication**: The supplicant authenticates the server by comparing the calculated MAC value with the received MAC value, which proves that the server knows the pre-shared key Ke. The verification is done by:

\[
\text{MAC}' = \{\text{Challange}.\text{server_id}.\text{client_id}\}_\text{Ke}
\]

In the other side the server authenticates the supplicant by checking with the received value RES:

\[
\text{RES}' = \{\text{Challange}.\text{RandA}.\text{server_id}\}_\text{Ke}
\]

**Key secrecy**: The instruction secret (Ke, sec SK, {A,S}) asserts that the Ke should be kept secret between the A (client) and the S (server).

**Attack robustness**: The witness and request events’ goal is to authenticate the source of the message. Witness (S, A, auth1, Challenge) signifies “agent S asserts that he wants to be the peer of agent A, agreeing on the challenge value”. Request (A, S, auth1, Challenge) means “agent A accepts the challenge value and now relies on the guarantee that agent S exists and agrees on this value”. This means that the supplicant and the authentication server have the correct and same encryption and decryption keys (Ke, Kd). The supplicant is able to authenticate the server on the challenge value and the server is able to authenticate the supplicant on the RAND value. These roles permit to detect several types of attacks such as: Man in the Middle and dictionary attack.

**Replay attacks protection**: One time use of challenge and RAND values allows the EAP-PK method to be robust to the replay attack in which the intruder replays old
message from a previous protocol run or by specifying multiple parallel sessions between the same agents.

The figure 10 presents a simulation part of intruder attacks simulation obtained by SPAN with 2 parallel sessions. And figure 11 shows the result of the OFMC protocol verification. As we can see, no attacks were detected by the OFMC and all the stated security goals were satisfied.

**Fig. 10. EAP-PK SPAN attack simulation**

**Fig 11: EAP-PK OFMC protocol Verification**

10. **Conclusion**

The EAP protocol gives dynamicity and flexibility to the IP networks. However the existed EAP methods do not offer the expected properties for a secure authentication and easy implementation. In this paper we proposed a new EAP method called EAP-PK which offers interesting properties of fast and mutual authentication, simplicity of use and robustness to man in the middle, DOS and offline attacks. The proposed method can be deployed inside wireless networks without using a PKI infrastructure or changing the existed network hardware. To simplify the use of this method, the pre-shared key can be generated from a password shared between the client and the authentication server.
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