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Summary
Petri nets are a mathematical formalism for modeling a large set of dynamic systems. They are applied in practice by industry, academia, and in other domains. Its powerful positive is that there is different kind of Petri Nets, Ordinary Petri Nets, Timed Petri Nets, and Colored Petri Nets. So, it will be very beneficial to develop applications related to these Petri Nets. For this reason, the main objective of this work is to propose a translation process of a Petri Nets to Sql script following the MDA approach. The whole work is a framework intended to offer a code generator that will generate a whole user-defined application from a multi-view system. This new framework will be used by companies that are working on agile software development to deliver to their customer a cloud environment dedicated to software production with a high level and scalable code and Application generator in order to minimize the time, cost and efforts.
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1. Introduction
In [1], we talk about the Petri Network Markup Language (PNML) which is a standard specification for PN that can be used to get all related data and meta-data of a graphical PN representation into an Xml format. In [2] the author introduces the basic theory of Petri nets and presents the most important of their properties relevant to manufacturing systems. He demonstrates the use of Petri nets in the preliminary design, that is, functional specification, modeling and evaluation of manufacturing systems. In [3], authors present a selection of the latest advances in the use of Petri nets for the modeling, analysis and management of communication networks and systems. It can be concluded that several publications talks about the large domain application of Petri Nets, so it will very beneficial to develop a whole system from a PN representation. For this reason we are working on a plug-in for communication between PN and Sql that was initiated in a recent work [4]. After having a valid Sql script, we will use the SpringRoo framework to generate a whole MVC application. The SpringRoo follows the Rapid Application Development (RAD) process and can reduce development cost and time. The rest of this paper is organized as follow: Section 2 presents an overview of the RAD process and some tools used with. Section 3 focuses on the View Point Petri Networks Markup Language which is an extension that we have proposed in [4]. Section 4 describes our proposed approach which is based on five rules and presents a case study to validate our proposed approach. We conclude this paper with conclusion and our further works.

2. RAD Process
2.1 Overview of the RAD Process
RAD (Rapid Application Development) is a model based on the concept that higher-quality products can be developed faster through more expedient processes, such as early prototyping, reusing software components and less formality in team communications. The next figure shows the RAD Process [5].

In this figure, we can see that the RAD Process starts with a requirements planning and finish with a delivery and cutover. During development, there is an iterative cycle that will be repeated for every customer request. This method gives a good quality with less cost.

2.2 Tools
RAD employs a variety of automated design and development tools, including CASE, 4GLs, visual programming and GUI builders. All of which help create prototypes and running applications faster than by coding program statements a line at a time. We present below a List of some RAD tools.

- Cross-platform RAD tools
  1. Code::Blocks [6].
  2. IBM Business Developer Extension [7].
  3. OpenObject (OpenERP) [8].
• Desktop Rapid Application Development Tools
  1. MyEclipse [9].
  2. NetBeans [10].
• Database Rapid Application Development Tools
  2. Oracle Application Express (Oracle APEX) [12].

3. View Point PNML

3.1 Definition

The Petri Nets Markup Language (PNML) [1] is an XML-based interchange format for Petri nets defined by the standard ISO/IEC 15909. PNML supports any version of Petri net, new Petri net types can be defined by the so-called Petri Net Type Definitions (PNTD). The next figure shows an example of a Petri Nets Diagrams.

![Fig.2 PNML example](image)

3.2 View Point PNML

In [4] we have proposed an extension of PNML which is the VP-PNML for View Point PNML. It represents the PNML related to a multiview system. This extension is based on new tags called: Views and Point Of Views. The next figure shows an example of View Point PNML.

![Fig.3 View Point PNML example](image)

4. VP-PNML to SQL Approach

4.1 Approach Description

The use of relational databases is very beneficial on software development. Furthermore, the database design is the most important phase in a project because when designing a correct and coherent database schema, we can improve quality and cost during development. We present below the list of rules that should be respected during conversion.

**Rule 1:**
For each view that is to be converted the target generates CREATE TABLE statements.

**Rule 2:**
For each point of View that is to be converted the target generates CREATE TABLE statements with a foreign key linked to the recently created tables views associated to the point of view.

**Rule 3:**
Table name: The name of the view is used as the table name.
Primary key name: The name of the primary key column is defined via the view id parameter.
Primary key type: The data type of the primary key column depends upon the database system, for example bigserial in PostgreSQL, integer in Oracle...

**Rule 4:**
Each views property is converted into column definition statements.
**Rule 5:**
For Views Method:
If the method has no return type, the method is converted into column definition statements.
If the method has a return type, it will be added to the Source Code during development.

4.2 Case Studies

**Multiview Class Car:**
In [13], we have proposed and developed an example of modeling a multiview class Car using Colored Petri Network.

Below is the corresponding CPN:

![Colored Petri Net of the multiview class Car](image)

In this example, we have 3 points of view: VP1, VP2 and VP3. In Table 1, we present for each viewpoint, the views composing it.

- Vw: View with Write state.
- Vr: View with Read state only.

<table>
<thead>
<tr>
<th>VP1: Mechanic</th>
<th>VP2: Client</th>
<th>VP3: Commercial</th>
</tr>
</thead>
<tbody>
<tr>
<td>V1w+V5w</td>
<td>V1r+V2r</td>
<td>V1w+V2w+V3w+V4w</td>
</tr>
</tbody>
</table>

In Table 2, we present the views of the class Car.

<table>
<thead>
<tr>
<th>V1</th>
<th>V2</th>
<th>V3</th>
<th>V4</th>
<th>V5</th>
</tr>
</thead>
<tbody>
<tr>
<td>Ref</td>
<td>discount</td>
<td>Recommend_Price</td>
<td>Modify_Info()</td>
<td>RegisterFailure()</td>
</tr>
<tr>
<td>brand</td>
<td>Selling_Price</td>
<td>Answer_Proposal()</td>
<td></td>
<td>RepairFailure()</td>
</tr>
<tr>
<td>color</td>
<td>ShowInfo()</td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>fuel</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>consump</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
<tr>
<td>ShowInfo()</td>
<td></td>
<td></td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

Now, we will apply the conversion rules to this case:

**Rule 1:**
For each view that is to be converted the target generates CREATE TABLE statements.

```
CREATE TABLE V1 ( ... )
CREATE TABLE V2 ( ... )
...
```

**Rule 2:**
For each point of view that is to be converted, the target generates CREATE TABLE statements with a foreign key linked to all or some recently created tables.

For example, we have VP1 = V1+V5

```
create table V1;
V1_Id  int not null,
V2_Id  int,
V5_Id  int,
primary key (V1_Id)
);
```

**Rule 3 + Rule 4 + Rule 5:**
The next figure shows the created table from the View.

```
CREATE TABLE V1
(V1_Id int NOT NULL,  
Ref varchar(255) NOT NULL,  
brand varchar(255) NOT NULL,  
color varchar(255) NOT NULL,  
fuel varchar(255) NOT NULL,  
consumption varchar(255) NOT NULL,  
showInfo varchar(255) NOT NULL,  
PRIMARY KEY (V1_Id)
)
```

Below are the whole Schema tables.

**VP1: Mechanic**

![Created Table](image)
In the next section we will show how to create a complete Web application from scratch using the RAD Tool: SpringRoo. The application we are going to develop will demonstrate many of the core features offered by this RAD tool. To demonstrate the development of an application using Spring Roo we will create a Web app for the multiview class car. The requirements for the car web application include the ability to create and manage car objects.

Figure 11 shows the list of the RooShell commands that can be executed in a few minutes to obtain a whole secured web application. The RooShell needs as input a relational database (Oracle, Mysql, ...). For each RDBMS a different Jdbc driver should be used for connectivity. After loading the driver we start the persistence step that generates the PoJo Model of our database. The last step is the generation of the user interfaces with the authentication and the authorization (AA) security setup.

The figure 12 shows the Roo Shell terminal, where we can run the Roo commands. Each command is executed separately and sequentially.
The next figure shows the created Eclipse Project. In this project, we used the following technologies: Spring, Hibernate, Web Flow, Maven and Log4j as a logger.

In [13], we have proposed and developed an example of modeling a multiview class Software using Colored Petri Network. The next figure presents the corresponding CPN.

In this example, we have 3 points of view: VP1, VP2 and VP3. In Table 3, we present for each viewpoint, the views composing it.

- Vw: View with Write state.
- Vr: View with Read state only.

Table 3: Composition of viewpoints in terms of views

<table>
<thead>
<tr>
<th>VP1: Customer</th>
<th>VP2: Developer</th>
<th>VP3: Manager</th>
</tr>
</thead>
<tbody>
<tr>
<td>V1w+V2w+V5r</td>
<td>V1r+V3w+V5w</td>
<td>V1w+V2w+V4w+V5r</td>
</tr>
</tbody>
</table>

In Table 4, we present the views of the class Software.

Table 4: Views related to the class Software

<table>
<thead>
<tr>
<th>V1</th>
<th>V2</th>
<th>V3</th>
<th>V4</th>
<th>V5</th>
<th>Document</th>
</tr>
</thead>
<tbody>
<tr>
<td>name</td>
<td>price</td>
<td>language</td>
<td>cost</td>
<td>Document</td>
<td></td>
</tr>
<tr>
<td>deadline</td>
<td>changeDeadline()</td>
<td>chooseLanguage()</td>
<td>changeCost()</td>
<td>Document</td>
<td></td>
</tr>
<tr>
<td>upgradeVersion()</td>
<td>showVersion()</td>
<td>updateDocumentation()</td>
<td>Document</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>

Now, we will apply the conversion rules to this example:

Below are the whole Schema tables of VP1, VP2 and VP3.

VP1: Customer

Fig.17 MCD Diagramm for Customer View Point

VP2: Developer
The next figure presents the created database from the below diagrams:

Below is the Eclipse Project.

5. CONCLUSION

In summary, we have proved that we can implement a plug-in to ensure the data conversion from a Petri Nets to a Sql schema. It consists on the use of the Petri Nets metadata such as the PNML files to gets all related informations and build our database. Our work would be more efficient if more researches people took part in it because the domain of Information and Communication Technology (ICT) evolved rapidly. We should continue to try to improve it. Our perspective is to develop a new framework intended for companies that are working on agile software development. With this framework, they can deliver to their customer a cloud environment dedicated to software production with a high level and scalable code and applications generator. Also this kind of generator will have a good contribution in the Cloud domain especially the SaaS level.
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