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Abstract 
Network intrusion refers to any unauthorized penetration or 
activity on a computer network. This upsets the confidentiality, 
integrity, and availability of the network system. One of the major 
threats to any system's availability is a Denial-of-Service (DoS) 
attack, which is intended to deny a legitimate user access to 
resources. Therefore, due to the complexity of DoS attacks, it is 
increasingly important to abstract and describe these attacks in a 
way that will be effectively detected. The automaton theory is used 
in this paper to implement a SYN Flood detection system based on 
Time-Dependent Finite Automata (TDFA). 
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1. Introduction 
 

In recent years, the services provided by many 
sectors such as medicine, education, banking, and 
transportation are being replaced gradually with 
network-based applications. Consequently, the 
availability of these services is critical. However, the 
Internet and its services are vulnerable to attackers 
who aim to breach its availability. One of the major 
threats to any system’s availability is a Denial-of-
Service (DoS) attack, which is intended to prevent a 
legitimate user from accessing resources and services 
[1]. The DoS has many types, each of which targets 
specific components of the network to achieve a 
common goal, which is breaching the availability. The 
SYN Flood attack is one of the common DoS attacks 
that targets the three-way TCP communication 
process by flooding the connection tables [2]. 
Ultimately, the service to legitimate clients is blocked 
and the server may even malfunction or crash [3] 
Due to the DoS nature, it should be detected in a timely 
manner, as time plays an important factor in this attack. 
To detect DoS attacks, many network intrusion 
detection systems (NIDS) have been implemented 

using different mechanisms. Basically, NIDS analyzes 
the raw network data to discover any signs of possible 
attacks [4]. One possible mechanism is to build NIDS 
based on automaton theory. Finite Automata (FA) is 
an abstract way of representing computations and 
statues of computers [5], thus, it can be utilized in 
security field by tracing and recording the attacks [6]. 
Time Dependent Finite Automata (TDFA) is a special 
type of FA, which is concerned about the time factor. 
Since the DoS is a temporal correlative, the TDFA can 
be used to analyze the time series of network packets 
to detect any suspicious motion, change, or 
development in the network. Hence, make the proper 
and timely response. In this paper, the concept of 
TDFA is used to build the SYN Flood DoS Detection 
System. 

The remaining part of this work is organized as 
follow: Section 2 contains a review of related 
literature. Section 3 contains background information 
about Deterministic Finite Automata (DFA), Time-
Dependent Finite Automata (TDFA), Denial of 
Service (DoS) attacks, and finally how to represent 
DoS using TDFA. Section 4 explains the proposed 
system architecture and its components, while Section 
6 contains the conclusion and recommendations 
emanating from this work.  
 
2. Literature Review   
 

Recently, applying the concept of Finite 
Automata (FA) in the information security field has 
been proven to perform well in detection systems. 
However, this concept lacks the interest of researchers 
and professionals. Here are some related papers that 
focus on applying FA in the security sector. Authors 
in [7] have built a network-based intrusion detection 
system (NIDS) to detect Denial of Service (DoS) 
attack. This system is a misuse detection system, and 
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it is designed based on the Time Deterministic Finite 
Automata (TDFA) approach. The authors stated that 
the system can recognize seven DoS attacks in which 
their signatures are known. For testing purposes, they 
have used eight datasets to detect only five attacks. In 
conclusion, the system has shown a good result in 
detecting all attacks except SYN Flood. A similar 
study [6] has proposed a misuse detection model using 
Adaptive Time-dependent Finite Automata (ATFA) to 
recognize the attacks’ signatures. The model 
preprocesses the network data and extracts the 
temporal sequence that is used later by ATFA. 
Eventually, the model performs well in detecting DoS 
and Probing attacks.  

In addition, a comprehensive study [8] has 
discussed different pattern matching techniques using 
Finite Automata (FA) in NIDS. They are compared 
based on various parameters, such as the used FA, 
whether it is deterministic or not, space complexity, 
time complexity, etc. Also, a possible solution has 
been demonstrated to overcome memory and time 
inefficiency. Also, authors in [9] have worked on 
creating a pattern-matching engine called O3FA. This 
engine is based on deterministic finite automata 
combined with suffix and prefix FA. The main 
purpose of this engine is to be able to detect the 
packets before reordering them. This makes the 
system invulnerable to DoS attack.  
In [10] has described various network attacks using 
Deterministic Finite Automata (DFA). Authors have 
represented these attacks using state transition 
diagram to detect whether the system status is normal 
or not. Basically, the DFA model is used to trace the 
packet flow through different states. It is responsible 
of analyzing the data to catch any intrusion behavior. 
This study shows two DFA models representing two 
kinds of DoS attacks, which are SYN flooding and IP 
spoofing. Another study [11] has built models to 
represent social-technical attacks using timed 
automata. As well as transform the attack trees, which 
is a way of attacks representation into timed automata 
models. For illustration, an IPTV case study is 
elaborated using a timed automata model.  

Almseidin et. al. [12] have proposed an 
innovative mechanism to detect multi-step attacks 
(e.g., Denial of Service attack). These kinds of attacks 
occur after many steps, and they are usually harmful 
and target the victim’s security without being detected. 
The proposed method is built using two concepts: 
fuzzy systems and automaton theory. Eventually, the 

system successfully achieves a detection rate of 
97.84%. Although Finite Automata is an ideal method 
for representing and dealing with security attacks, the 
scientific community lacks relevant research. In this 
study, an intrusion detection model is build based on 
Time Dependent Finite Automata (TDFA) to detect 
Denial of Service (DoS) attack, particularly SYN 
Flood attack. 

 
3. Background 
 
This section provides the background regarding the 
application of the finite automata. 
 
3.1 Deterministic Finite Automata 
 

The deterministic finite automaton (DFA) is the 
simplest version of the finite automata in the Chomsky 
hierarchy of formal grammars [13]. Theoretically, a 
DFA is an abstract computational model used to 
represent modern computers. Just as a computer 
changes states of processes and generates some 
outputs given certain inputs, so does a DFA. DFAs are 
constructed to identify member strings of a specified 
language. Specifically, they identify those languages 
that belong to the class of regular languages [14]. 
DFAs hold two important properties. First, they 
represent a finite number of states. Second, they are 
deterministic meaning that on each input there is only 
one state to which the automaton can transition from 
its current state (could be same state or new one). 
 

 
Fig. 1. A Representation of DFA Using State-

Transition Diagram 
 

A state-transition diagram is used to represent 
DFAs. It is a structure containing a set of states and 
transitions between them. Normally, final states are 
double circled, which accepts the entirety of an input 
string. In addition, a transition must be defined for 
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every symbol in the language alphabet. Figure 1 shows 
an example of a DFA that accepts strings ending with 
“ab” over the alphabet {a,b}. In this example, q1 is the 
start state and q3 is the final accepted state. If the DFA 
is in state q1 and gets an input “a”, then it transits to 
state q2. On the other hand, if the DFA is in state 2 and 
gets an input “a”, it remains in the same state. The 
correct pattern of an input string (i.e., “abab”) will be 
accepted in q3, the final state. An analysis of Fig 1 
shows that any input disrupting the pattern “ab” takes 
the DFA to its starting state. Moreover, the illustrated 
example has only one final state, which is not a 
requirement for DFA in general. A DFA can have 
multiple final states. 
 
3.2 Time-Dependent Finite Automata  
 

A time-dependent finite automaton (TDFA) is 
very similar to DFAs. When it comes to modeling 
real-time systems, a DFA might not be sufficient. 
Hence, it is crucial to extend the classical finite state 
machines with some capabilities to be able to reason 
about time constraints. 
 

 
 

Fig. 2. A Representation of TDFA Using State-
Transition Diagram 

 
Figure 2 demonstrates an example TDFA. It is 

observed that this machine recognizes the pattern “b,a 
< $”. In other words, the “a” must occur within four 
seconds of the initial “b”. All transitions shown 
without the four second times are default transitions. 
If the desired input does not occur within the required 
time restraints, then the default transition directs the 
TDFA back to the appropriate state where it continues 
monitoring. 

 
 

3.3 DoS Attack (SYN-Flood) 
 

A DoS attack, also known as a denial-of-service 
attack, it a sort of attack on a networking structure that 
prevents a server from providing services to its clients. 
By flooding a server with massive packets of invalid 
data to send requests with a forged or faked IP address. 
Moreover, there are many different types of attacks 
that can be used against a server to slow it down, so it 
is unable to serve any requests [15]. There are several 
types of DoS attacks such as Ping of Death, TCP SYN 
Flood, and Smurf. The TCP three-way handshake 
process is performed during the establishment of a 
TCP connection between a client and a server. First, 
clients start sending SYN packets to the server with a 
random sequence number. Then, the server replays 
with a SYN-ACK packet that includes a random 
sequence number as well as an ACK number that 
acknowledges the client's sequence number. Finally, 
the client sends an ACK packet by acknowledging the 
server’s sequence number. After the connection is 
established, the client and server can communicate 
and share messages as shown in Figure 3 [16].   

 
Fig. 3. TCP Three-Way Handshake Process 

 
A SYN Flood is the most common type of Dos 

attack in which the attacker sends many SYN requests 
to the target system. It is ineffective against most 
modern networks. But, once the SYN has been 
received, the server must allocate resources before the 
ACK has been received. If a client does not send an 
ACK packet, the allocated memory cannot be recycled 
or utilized by other clients before the timeout. If a 
server receives a significant number of SYN packets 
from many other clients but no SYN-ACK packets, the 
server's resource limit is exceeded, and the server 
becomes unavailable to clients [17]. 
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3.4 DoS using TDFA 
 

The TDFA models are a preferred option for 
demonstrating DoS attack because of their inherent 
simplicity. In another way, a DoS attack consists of a 
specific sequence of network packets that could 
disable a specific target. However, the incremental 
conditions of an attack are represented by TDFA states. 
A TDFA's final state represents the points at which the 
attack has been successfully completed [7]. 
 
4.  Proposed System Architecture 

Now, in the upcoming subsections, we will 
discuss the overall architecture of our proposed system. 
Four main components make up our proposed system 
as shown in Figure 4: (1) Data Source Component, (2) 
Picket Filtration, (3) Token Generator, (4) TDFA. 

 

Fig. 4. Proposed System Architecture 

4.1 Data Source 

Before proceeding, it is important to note that our 
system detects SYN Flood attack, which occurs in 
TCP network traffic. It is an industry standard network 
protocol for communication [18]. Our proposed IDS 
collects the traffic from different data sources, 
primarily real-time traffic, and historical data. The 
best level of protection is offered by real-time 
monitoring because it may prevent ongoing attacks. 
Yet, adding historical datasets allows the site security 
officer (SSO) to check whether an attack might have 
occurred while the IDS was down for maintenance. 
Also, with the use of pre-recorded datasets, SSO can 
test and tune the system for newer attacks. Next, it is 
important to highlight the significant impact of TDFA 
in our proposed system. Earlier, we discussed how 
TDFA serves as a logical choice for representing 
DDoS attacks. Yet, the additional advantage of 
TDFAs for site security officer is that they allow the 
storage of an attack’s-based signature. Also, the use of 

time-based information in attack signatures enhances 
the accuracy of detecting DoS attacks. 

4.2 Packet Filtration 

It is well known that network packets carry a lot 
of information (i.e., header length, sequence number, 
checksum, etc.), most of which is not necessary for the 
objectives of all networks based IDSs. Since our aim 
is a SYN Flood DoS attack, we consider the packet 
data fields relating to such attacks. For instance, 
source and destination IP addresses in addition to a 
variety of flag fields (i.e., ACK and SYN). The role of 
the packet filtration unit is to process important 
network information for the successive components of 
the system. As discussed in the data source section, 
data is originated from either a real time data source 
or a historical data source. The Tcpdump [19] tool is 
used to analyze network activity and produce a record 
of a specific node in ASCII text format. The following 
are the fields parsed by PFC: (1) Timestamp, (2) 
Source IP address, (3) Destination IP address, (4) 
Destination port number, (5) SYN-flag, (6) ACK-flag.   

In the stored data source, data is usually located 
in a log file and may or may not be in ASCII format, 
but in binary format. Since the PFC processes packet 
information in ASCII format only, any binary 
information must be converted to ASCII text format 
before it can be processed. The end output is a bound 
message which comprises specific network event 
information. 

4.3 Token Generator 

After network event data is filtrated by the packet 
filtration unit, the data is passed to the token generator. 
The token generator is then responsible for 
transforming the messages, each of which represents a 
specific network event, into unique tokens. The 
information contained in a single message may cause 
the token generator to generate a "sequence" of tokens. 
These preconfigured tokens, each of which is a string 
of one or more ASCII characters, provide a language 
that our system uses to recognize DoS attempts. The 
token generator provides all the required event details 
to the TDFA to decide. After reading messages from 
the packet filtration unit, the token generator 
determines the sequence number of the TCP 
connection, source IP address, and packets and time-
interval between SYN requests to generate an event 
that is sent to TDFA. 
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4.4 TDFA 

There is a distinct core component in most 
intrusion detection systems that is responsible for 
identifying attacks. In this architecture, TDFA is 
designed to detect DDoS attacks. With this approach, 
the TDFA can determine whether a host is at danger 
of attack by analyzing data included in tokens. The 
following TDFA in Figure 5 designed to detect SYN 
Flood attack by examining network packet attributes. 
As shown, there are three states in the TDFA q0 safe, 
q1 critical, and q2 DoS attack. The q0 Safe is the initial 
state. This state represents the first line of defense in 
this system. Furthermore, the q0 state performs three 
checks on the generated event. Start by checking the 
source IP address, then move to checking the number 
of SYN requests that were sent from the source 
address. After that, q0 calculates the interval time 
between SYN requests. In the case of a higher number 
of SYN requests than 10 requests, q0 will jump to q1 
Critical. In the next state, q1 will check the interval 
time that was calculated by q0. If the interval time is 
greater than 10 seconds, this is an indicator of a DoS 
attack. q1 will move to the final state q2. 

 

Figure 5. TDFA for SYN Flood Detection 

For proof of concept, python code has been 
implemented to design the proposed TDFA to detect 
DoS attacks for full code see Appendix A. First, 
TDFA states and inputs should be provided by the user 
to create a new TDFA. Then, as shown in Fig 6, initial 
and final states must be specified to ensure the 
correctness of the created TDFA. 

After that, the code provides two options to 
recreate the TDFA or start testing a DoS attack as 
shown in Fig. 7. If the second option is selected, it will 
ask you to enter the time interval between SYN 
requests that were sent by outsiders. Then, the code 
starts analyzing all the required input data to make the 
decision if this case is a DoS attack or not. If the time 
interval between SYN requests exceeds 10 seconds, 

the system will treat this as a true DoS attack, and a 
security alert should be sent to system administrator as 
a detection action. Otherwise, if the time interval is 
less than 10 seconds, the event will go back to critical 
status. 

 

 

Fig. 6. TDFA Code Implementation – 1 

 

 

Fig. 7. TDFA Code Implementation – 2 

 

5. Conclusion 
 
      The DoS attack is one of the most dangerous and 
serious attacks that affect network availability. 
Detecting the attack properly and in timely manner 
will help significantly in reducing the damage it 
causes. In this paper, a proposed detection system 
based on Time Dependent Finite Automata (TDFA) to 
detect potential SYN Flood attacks. The system 
components are explained in detail with a code 
implementation of TDFA component. For future 
work, the system can be widened to detect multiple 
network attacks by the help of TDFA concept [20-50].  
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Appendix A 
 

class TDFA:  
   
    def __init__(self):  
        self.Q = self.create_TDFA_states()  
        self.SIGMA = self.create_TDFA_alphabet()  
        self.DELTA = self.populate_TDFA()  
        self.START_STATE, self.ACCEPT_STATES = 
self.set_initial_state()  
        self.CURRENT_STATE = None  
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    def set_initial_state(self):  
        while(True):  
            start = input("Enter the 
Initial_State: ")  
            accept = input("Enter the 
Final_State: ").split()  
            if (start in self.Q) and 
(set(accept).issubset(set(self.Q))):  
                return start, accept  
            else:  
                print("Please re 
enter".format(self.Q))  
   
    def create_TDFA_states(self):  
     
        Q_input = input("Enter TDFA 
states").split()  
        print("STATES : {}".format(Q_input))  
        return Q_input  
     
    def create_TDFA_alphabet(self):  
        SIGMA_input = input("Enter TDFA 
input").split()  
        print("ALPHABET : 
{}".format(SIGMA_input))  
        return SIGMA_input  
   
    def populate_TDFA(self):  
        transition_dict = {el : {el_2 : 'REJECT' 
for el_2 in self.SIGMA} for el in self.Q}  
   
        for key, dict_value in 
transition_dict.items():  
            print("Enter transitions for state 
{}. If required, use 'REJECT'.".format(key))  
   
            for input_alphabet, transition_state 
in dict_value.items():  
                transition_dict[key][input_alphab
et] = input("CURRENT STATE : {}\tINPUT ALPHABET : 
{}\tNEXT STATE : ".format(key, input_alphabet))  
   
        return transition_dict  
   
   
    def run_machine(self, in_string):  
     
        if in_string > 10:  
            return False  
        else:  
            return True  
            
     
if __name__ == "__main__":  
    check = True  
    print("\n TDFA")  
    machine = TDFA()  
    while(check):  
        choice = int(input("\nEnter Choice:\n1. 
Re_create TDFA\n2. Test DoS Attack \nEnter Your 
choice : "))  
        if (choice == 1):  
            machine = TDFA()  
        elif (choice == 2):  
            input_string = int (input("Enter the 
value of a as time interval for DoS attack : "))  
            print("It is not a DoS attack" if 
machine.run_machine(input_string) else "DoS 
attack, send alert to system admin")  

        else:  
            check = False 
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