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Abstract 
Software architecture are High-level design decisions shaping a 
software system's components, structure, and interactions. It can 
be a blueprint for development, evolution, and ongoing 
maintenance. This research investigates the communication 
practices employed by software architects and developers to 
ensure adherence to the designed software architecture. It explores 
the factors influencing the selection of follow-up methods and the 
impact of follow-up frequency on successful implementation. 
Findings reveal that formalized follow-up procedures are not yet a 
ubiquitous element within the software development lifecycle. 
While electronic communication, particularly email, appears to be 
the preferred method for both architects and developers, physical 
and online meetings are utilized less frequently. Interestingly, the 
study suggests a potential confidence gap, with architects 
expressing concerns about developers' ability to faithfully 
implement the architecture. This may lead to architects providing 
additional clarification. Conversely, while most developers 
reported confidence in their software knowledge, overly detailed 
architecture documentation may pose challenges, highlighting the 
need for architects to consider alternative communication 
strategies. A key limitation of this study is the sample size, 
restricting the generalizability of the conclusions. However, the 
research offers valuable preliminary insights into the 
communication practices employed for architecture 
implementation, paving the way for further investigation with a 
larger and more diverse participant pool. 
.Keywords: 
software architecture, software styles, software maintenance, 
software development, software engineering. 

 
1. Introduction 

 
Software architecture represents the high-level 

design decisions of a software system, typically made 
during the early stages of the development lifecycle 
[1].  However, validating the successful 
implementation of the intended architecture within the 
source code can be a challenging and complex process. 
 

Modern software development practices utilize 
various follow-up methods to bridge this gap, 
including physical meetings, online meetings, and 
social media communication.  Email remains a 

traditional and important follow-up channel as well.  
Despite these diverse methods, ensuring accurate 
software architecture implementation remains a 
persistent challenge. Effective collaboration between 
software architects and developers is crucial for 
achieving this goal, and follow-up practices can play 
a significant role in facilitating communication and 
ensuring alignment. 
 

This research aims to investigate the follow-up 
methods employed by software developers and 
architects to ensure proper software architecture 
implementation.  The study will explore the factors 
influencing the choice of follow-up methods and 
examine the impact of follow-up frequency.  
 

This paper is structured as follows.  The first 
section provides background information on software 
development and software architecture, followed by a 
review of relevant existing research.  The second 
section details the research methodology and research 
questions.  The third section presents and discusses the 
research findings.  Finally, the concluding section 
summarizes the key findings, discusses limitations of 
the study, and suggests avenues for future research. 
 
 
2. Related work and background 

 
This section reviews existing literature relevant 

to the research topic of follow-up practices in ensuring 
software architecture implementation. 

 

A) Software Development and Architecture 

Software development methodologies, such as 
Agile, involve a Software Development Life Cycle 
(SDLC) that emphasizes meeting client requirements 
and quality assurance (QA) practices [2, 3, 4, 5, 6, 7, 
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8].  Software architects and developers share 
responsibility for ensuring proper software 
architecture implementation, which can be 
challenging due to factors like architecture complexity 
and developer knowledge [9, 10, 11, 12]. 
 

B) Communication in Software Development 

Effective collaborative communication between 
developers and other stakeholders is crucial for 
software development processes [13]. Various 
communication channels, such as email and meetings, 
are employed for collaboration and follow-up 
purposes.  However, communication can be hindered 
by factors like distance or multiple project teams, 
despite the emphasis on close collaboration within 
Agile methodologies [14, 15]. 
 

C) Previous Research 

Several studies have explored aspects of software 
architecture and communication.  Wiese et al. [16] 
investigated software architects' practices for 
identifying, managing, and communicating 
architecture mistakes, highlighting the importance of 
standardized communication for improvement 
purposes. Muccini et al. [17] examined the evolving 
role of software architects in developing machine 
learning systems, emphasizing the impact of 
communication and collaboration on overall 
architecture.  Malavolta et al. [18] analyzed 
architectural languages (ALs) and user needs through 
a survey, finding that researcher-proposed ALs lack 
features like communication support desired by 
professionals. 
 

Bailey et al. [19] investigated developer 
responses to user feedback through reviews in over 
1,700 applications, demonstrating the need for 
communication channels between developers and 
users. Ozkaya et al. [20] studied developer 
understanding of software architecture using the 
Unified Modeling Language (UML), revealing 
preferences for specific UML diagrams in visualizing 
different architectural aspects. Haoues et al. [21] 
proposed a guide for selecting appropriate software 
architecture styles, drawing on prior research and 
expert validation. 

 

D) Software Architecture and Code 

da S. Carvalho et al. [22] explored the 
relationship between software architecture and code 
smells, identifying potential associations between 
specific code smells and certain architectural styles.  
Garcia et al. [23] introduced the "SAIN" framework 
for reverse engineering software architecture from 
source code, highlighting its potential to reduce 
maintenance costs but acknowledging maturity 
limitations. 
 

Nahar et al. [24] explored collaboration 
challenges between software engineers and data 
scientists in developing machine learning systems, 
identifying miscommunication as a key issue.  
Savarimuthu et al. [25] investigated the impact of 
communication between users and developers on 
mobile app development using review data, 
emphasizing the need for further research in this area.  
Chen et al. [26] proposed a framework for developers 
to analyze user feedback and improve mobile apps, 
further highlighting the importance of communication 
between users and developers. 

 

E) Communication and Software 

Maintenance 

Several studies by various researchers (e.g., [27, 
28, 29, 30]) have explored the use of communication 
methods like emails, feedback reviews, and social 
media for software maintenance and improvement 
purposes, often employing natural language 
processing and machine learning techniques. This 
existing research underscores the significance of 
investigating communication methods in software 
development. 

 

F) Gap in Existing Research 

While extensive research has addressed topics 
like architecture selection, architectural languages, 
and developer understanding of architecture, the 
current study aims to fill a gap in existing knowledge.  
Specifically, this research investigates the choice and 
impact of follow-up practices and communication 
methods employed to ensure proper implementation 
of software architecture.  While some studies (e.g., [31, 
32, 33]) acknowledge the importance of collaborative 
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communication between software architects and 
developers, the nature of this communication, 
particularly regarding follow-up practices, has not 
been sufficiently explored. 
 
3. Research Design  
 

This section outlines the research design 
employed to investigate the use of follow-up practices 
in ensuring software architecture implementation. 

 

A) Research Questions 

Stemming from the research motivation, this 
study addresses two central research questions (RQs) 
focused on follow-up practices: 
 
RQ 1:  What factors influence the choice of follow-up 
methods for ensuring proper software architecture 
implementation? 
RQ 2:  Is following up a standard practice for 
guaranteeing correct software architecture 
implementation? 
 

B) Participants 

To answer these questions, the study involved 
two participant groups: software developers and 
software architects. Aiming for generalizability, the 
participants were anonymous and not affiliated with a 
specific workplace. Additionally, participant 
experience levels were varied to capture a broader 
perspective. 

 

C) Methodology 

Surveys were chosen as the primary 
methodology due to their efficiency in collecting data 
from a large pool of participants.  The targeted 
participants, software architects and developers, were 
able to provide anonymous responses through a web-
based survey tool. 

 

D) Sample 

The survey, distributed via email and text 
messages, was sent to 200 software developers and 
architects. A total of 75 participants responded.  
Figure 1 presents the distribution of participants based 

on job title and gender. As shown in Figure 1, 59% of 
participants identified as software developers, and the 
majority (88%) were male. 
 

 
Figure 1: Distribution of participants. 

E) Survey Instrument 

The survey design consisted of four sections: 
 

1. Consent: Obtained informed consent from 
all participants. 

2. General Information: Collected 
demographic data, including job title. 

3. Main Questions: This section presented 
relevant questions tailored to the participant's 
job title (software architect or developer) 
based on their response in Section 2, creating 
an interactive format. 

4. Open Question: Allowed participants to 

provide additional insights. 
 

F) Measurement Instruments 

The majority of questions employed a Likert 
scale ranging from 0 (never) to 4 (always) to gauge 
frequency or agreement.  One question regarding 
developer knowledge of software architecture utilized 
a similar but distinct scale, ranging from 0 (none) to 4 
(excellent). Additionally, a single closed-ended 
question with yes or no answer options inquired about 
participant adherence to an Agile development model. 
Figure 2 illustrates that 83% of participants reported 
working within an Agile environment. 
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Figure 2: participants beliefs of Agile adoption in 

workplace. 

G) Survey Development and Administration 

The survey was designed and implemented using 
Google Forms. The survey was then disseminated to 
the target population through email and direct text 
messages.  A simplified version of the survey is 
provided in Appendix A. 
 
4. Research Findings 
 

This section presents the key findings of the 
study, categorized into three subsections (A, B, and C) 
based on the survey instrument's structure. Each 
subsection delves into the responses received from 
software architects and developers regarding follow-
up practices, architect perspectives on implementation 
fidelity, and developer knowledge and resource access. 
 
A. Frequency of Follow-up Methods 
 

This subsection examines the frequency with 
which software architects and developers utilize 
various follow-up methods (e.g., in-person meetings, 
email, social media) to ensure proper software 
architecture implementation. 
 
Overall Follow-up Practices: 
 

Data presented in Figure 3 suggests that 42% of 
software architects consistently (always or often) 
follow up with developers regarding architecture 
implementation. While a similar proportion (46%) of 
software developers reported using some form of 
follow-up, the findings from Figure 4 indicate that 
"sometimes" was the most common response for both 

groups regarding initiating follow-up requests. This 
inconsistency suggests that regular follow-up is not a 
standard practice within the development process.  
There might be an absence of established follow-up 
policies, or a reluctance among some developers or 
architects to engage in frequent follow-up. Further 
investigation is needed to explore this aspect. 

 
Figure 3: Frequency of Follow-up.  

 
Figure 4: Frequency of Follow-up Requests. 

 
 
Preferred Follow-up Methods: 
 

Figures 5-8 illustrate the preferred methods for 
follow-up communication between architects and 
developers. Both groups utilize email frequently 
(Figures 5 & 8). Interestingly, software developers 
appear to favor online meetings (Figure 6) over in-
person meetings (Figure 5), while the opposite is true 
for software architects.  
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Figure 5: Frequency of Follow-up in Person. 

 
Figure 6: Frequency of Follow-up via Online meetings. 

 
Figure 7: Frequency of Follow-up via Emails 

Social media usage for follow-up is also notable, 
with a significant portion of both groups using it 
frequently (Figure 8). It is important to acknowledge 
that experience might influence follow-up method 
selection (Figures 9 & 10). However, with limited data, 
further research is needed to confirm this relationship. 

 
Figure 8: Frequency of Follow-up via Social media. 

 
Figure 9: Software architects’ experience and the frequent 

follow-up means 

 
Figure 10: Software developers’ experience and the 

frequent follow-up means 

These findings highlight the need for a more 
standardized approach to follow-up practices within 
the development process. Establishing clear 
guidelines and considering communication 
preferences of both architects and developers could 
lead to more effective and efficient follow-up 
strategies. 
 

Formalized follow-up procedures for ensuring 
adherence to software architecture are not yet widely 
adopted. Further research could explore potential 
benefits and barriers to implementing such procedures. 
 
B. Software Architects' Perspectives 
 

This subsection focuses on the opinions of 
software architects concerning the frequency of 
correct software architecture implementation by 
developers and the need for further explanation 
(Figures 11 & 12). As shown in Figure 11, only 48% 
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of software architects believe developers always or 
often implement the architecture correctly. This 
finding suggests potential concerns about developer 
understanding or adherence to the architecture. There 
could be several explanations for this. The initial 
documentation might be unclear or lack sufficient 
detail, leading to misinterpretations by developers. 
Alternatively, developers might not have received 
adequate training or knowledge sharing opportunities 
regarding the specific software architecture being 
implemented. 
 

Figure 12 further supports this notion, revealing 
that 42% of software architects frequently need to 
explain the software architecture to developers. This 
finding suggests potential communication gaps 
between architects and developers. The frequent need 
for clarification could be a consequence of the 
aforementioned issues with documentation clarity or 
developer knowledge.  Alternatively, it might indicate 
a lack of ongoing communication channels where 
developers can readily ask questions or seek 
clarification during the development process. 
 

 
Figure 11: Software Architects opinions on correct 

implementation of software architecture. 

 
Figure 12: opinions Frequency of need for software 

architecture explanations to developers. 

 
 

C. Software Developers' Perspectives 
 

This subsection examines software developers' 
self-reported knowledge of software architecture and 
the frequency with which they receive detailed 
documentation (Figures 13 & 14). Figure 13 illustrates 
the distribution of self-reported knowledge levels 
among developers. While 57% report high or excellent 
knowledge, 16% indicate low or no knowledge. This 
variation in self-reported knowledge could be 
attributed to factors such as experience level, prior 
training, or the complexity of the specific software 
architecture itself. Developers with less experience or 
those working on a particularly complex architecture 
might feel less confident in their understanding 
compared to their more experienced colleagues. 
 

 
Figure 13: Software Developers Rate of Knowledge in 

Software Architecture 
The data in Figure 14 reveals a disparity in 

receiving detailed architecture documentation. While 
37% of developers receive it frequently, 39% report 
rarely or never receiving it. This uneven distribution 
could contribute to the inconsistencies observed in 
follow-up practices and potential knowledge gaps 
among developers. Unequal access to detailed 
documentation could lead to confusion and hinder 
developers' ability to correctly implement the software 
architecture.  Furthermore, the lack of readily 
available documentation might necessitate more 
frequent follow-up from architects to provide 
necessary clarification, potentially contributing to the 
inconsistencies observed in follow-up practices. 
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Figure 14: Frequency of providing software developers with 

detailed document of the required software architecture 
The findings in this section suggest a need for 

further investigation into communication gaps and 
knowledge disparities between software architects and 
developers. Addressing these issues through improved 
documentation, regular communication channels, and 
knowledge-sharing initiatives could contribute to a 
more efficient and effective software development 
process. 
. 
 
5. Conclusion  
 

This study investigated various follow-up 
methods employed by software architects and 
developers to ensure the implementation of software 
architecture. It explored factors influencing the choice 
of follow-up methods and the impact of follow-up 
frequency. 
 

The findings revealed that following up on 
architecture implementation is not a routine practice in 
software development. While software architects 
initiate follow-up more frequently, developers 
sometimes take the initiative as well. Interestingly, 
emails emerged as the preferred follow-up method for 
both parties. Physical meetings were less favored by 
architects, while online meetings were less appealing 
than social media platforms. However, developers 
seemed to prefer meetings for follow-up discussions. 
 

The research also highlighted a potential lack of 
confidence among software architects, who expressed 
concerns about developers' adherence to the 
architecture. This may lead them to provide additional 
explanations. Conversely, while most developers 
reported confidence in their software knowledge, 
detailed architecture documentation could present 

challenges, suggesting a need for adaptation by 
architects. 
 

A key limitation of this study is the sample size. 
With only 75 participants, generalizing the 
conclusions may be difficult. Nevertheless, the 
research provides valuable initial insights into the 
follow-up practices between software architects and 
developers, laying the groundwork for further 
exploration. 
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Appendics : Appendix A 

I. Survey on opinions of architects and developers. 
# Question  Type of response 

1. What is your job title?  Software architect  

 Software developer 
2. Specify your experience 

range? 
 1 year to 6 years 

 6 years to 10 years 

 Over 10 
3. Do you employ Agile 

development methodology 
in your workplace? 

 Yes 

 No  

4. Is there any sort of follow-
up to ensure the 
implementation of software 
architecture? 

 0 - never 

 1 - rarely 

 2 - sometimes 

 3 - often 

 4 – always 
5. Do you initiate the follow-

up? 
 0 - never 

 1 - rarely 

 2 - sometimes 

 3 - often 

 4 – always 
6. How often do you follow up 

using physical meetings? 
 0 - never 

 1 - rarely 

 2 - sometimes 

 3 - often 

 4 – always 
7. How often do you follow up 

using online meetings? 
 0 - never 

 1 - rarely 

 2 - sometimes 

 3 - often 

 4 – always 
8. How often do you follow up 

using emails? 
 0 - never 

 1 - rarely 

 2 - sometimes 

 3 - often 

 4 – always 
9. How often do you follow up 

using social media 
(WhatsApp, etc.)? 

 0 - never 

 1 - rarely 

 2 - sometimes 

 3 - often 

 4 – always 
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II. Survey on opinion of architects. 
# Question  Type of response 

1. How often developers 
implement the required 
software architecture 
correctly? 

 0 - never 

 1 - rarely 

 2 - sometimes 

 3 - often 

 4 – always 
2. How often do you need to 

explain software 
architecture to developers? 

 0 - never 

 1 - rarely 

 2 - sometimes 

 3 - often 

 4 – always 
 

III. Survey on opinion of developers. 
# Question  Type of response 

1. Rate your knowledge of 
software architecture in 
general? 

 0 - None  

 1 - Low 

 2 - Medium 

 3 - High 

 4 - Excellent 
2. Do you receive a detailed 

document of the required 
software architecture? 

 0 - never 

 1 - rarely 

 2 - sometimes 

 3 - often 

 4 – always 

 
 

. 
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