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Abstract 
Most of the software community would accept that software 
architecture and software requirements have a strong association. 
Whatever, requirement analyst capture during requirement 
gathering phase, it is exactly depicted in software design. 
However some experts has different perspective about this 
correlation, they argue that requirements are just description of 
the problem itself and architecture is the abstract structure of 
software system, in which different main elements are connected 
with each other. New trends in the field of software architecture 
have changed the perspective of considering software 
architecture as abstract structure only to a wider scope of 
architectural knowledge. Additionally, these new trends assigns a 
first class status to architectural design decisions of the software. 
In this paper we argue that, fundamentally there is no difference 
between software requirements and architectural design decisions, 
by adapting this comparatively the latest point of view, we can 
identify those areas where both requirements and architecture 
communities can help each other. 
Keywords: 
Software Design and Architecture; software Requirement 
Engineering; software architectural knowledge. 
 

1. Introduction 
 

For the last ten years the correlation between 
software architecture and software requirements is a 
reasonably important topic. In a symposium on the topic of 
requirement engineering   in the year 1994, some authors 
presented the idea of software requirements to architecture. 
Most of the other authors were trying to figure out the 
difference between requirements and architecture [1]. 
Garlan talked about the problem space and solution space 
and difference between them.  Jackson talked about the 
difference between application domain and machine 
domain [2]. Mead discussed that architect thinks in terms 
of developer’s point of view and on the other side 
requirement analyst thinks from the customer’s point of 
view. Potts explained the difference between “What” and 
“How”, here “What” means requirements and “How” 
means design. Reubenstein told requirements work as an 
index toward a solution and resist the as-built architecture. 
Similarly, Shekaran   also define the difference between 
problem and solution like Garlan, in addition it also talk(s) 
about that there is somewhere relation exists between two 

of them. The main point is that these two disciplines 
evolved independently from each other, there are the fields 
to which they should be correlated have still vast gape to 
be explored [3]. There are different starting points of any 
software system that is to be built; there is a choice for the 
startup, either to choose requirements or software 
architecture. Both choices will result in different software 
development life cycle [4]. 

Requirement engineering is a field which concerns 
with the elicitation of the goals that a user wants to 
accomplish with the software system. Now the goals are 
specified in the form specifications and constraints after 
that the responsibilities of the intended requirements are 
distributed among agents like humans of, available 
software or software to be developed and devices [9]. The 
requirements specify problem domain [10], so they should 
answer the questions such as: 

1. What are the problem phenomena? 

2. What is the cause relation of those [11] phenomena? 

3. On which basis these phenomena are problematical 

4. Which stakeholder is involved? 

 

The analysis of the user requirements are identified 
from top level to bottom and it is further refined until 
properties of the desired solutions are established [12]. The 
problem frames discussed by Michael Jackson, in his 
problem frames, the problem structures which were 
frequently occurring were recognized and subsequently 
were particular frame [13].  

Jackson used the own terminology as indicative 
was used for the stated choices. The optative word was 
used for the selected choices machine specification. 
Problem domain and requirements are all come under 
problem analysis field. Usually problem domain is static 
portion, it relates to the place of the problem. And this 
portion has the indicative domain to which the problem 
part relies. The requirements are the optative explanations 
of what the client would identify to be true in the problem 
side [13]. The machine specifications and the actual 
behavior of the machine at its interface are different, there 
are limitations on the behavior and specifications, and this 
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describes the difference between architecture, 
requirements, problem domain and solution. 

Software architecture is a collection of design 
decisions; the software architecture is a high level 
structure of a software system, which comprises usually of 
components and connectors. In early 2000s, the software 
architecture field was considered structure oriented, but 
research in this field, made a shift from structure oriented 
view to knowledge concentrated view. The architecture is 
not a solution structure(,) but is a collection of design 
decisions which resulted that structure [14]. 

In this research paper we will discuss different 
approaches used in collaboration of requirements and 
architecture. Different author’s perspective will be 
summarized. Different models of collaboration of 
requirements and architecture will be discussed. We will 
discuss the architectural design decisions in detail. And at 
the end, we will conclude our discussion of what 
architectural choices are most appropriate for software 
development in the context of software requirements. 

 

2. Different Approaches on Software  
Requirements and Architecture 

 
After the discussion of this panel, many research 

communities started to work on this widely discussed topic 
Software requirements and Software architecture and also 
tried to reduce the gap between them. Many people do 
numerous [2] attempts to find different approaches to 
integrate the requirements and architecture. These attempts 
can be listed down in terms of different approaches like 

 
1. Problem domains model 
2. Twin Peak model 
3. CBSP approach 

 

These types of studies give awareness and clear idea about 
the exact relationship among software architecture and 
software requirements. Therefore, according to the Garlan 
research this intrinsic relation is habitually based on the 
difference between requirements and architecture and 
requirements represent the problem domain and 
architecture represents the solution domain. 

 
Fig 1: Requirements to Architecture 

3. Requirement Engineering and Architectural 
Design 

In Figure 1 it is clearly shown that architecture is 
an exact mapping of requirements. What is written in the 
requirements must be depicted in the architectural design. 
We can draw a line between the requirements and 
architecture. Requirements are considered with the 
analysis of the problem domain and architecture with the 
solution domain.  According to the recent development in 
Software design and architecture domain we imagine that 
there is no basic difference between so called requirements 
and architecture. If we talk about more precisely than in 
fact architecturally important requirements are those which 
represent the essential design decision. According to some 
people this hypothesis is very proactive it needs more 
corroboration. Requirement engineering and software 
design architecture has been passing through many advents 
which are listed below here. 

Table 1: RE vs. Architecture design 
Requirement 
Engineering 

Architecture Design 

 Goal [3] oriented 
Requirement 
Engineering 

 Pattern based 
research Architecture 
Design 

 Use case oriented 
Requirements 
Engineering 

 Architectural style 
based research 
Design 

 Sociology and 
linguistics bases 
Requirement 
Engineering 

 Attribute based 
Architecture Design 
 

o   Component based 
Architecture Design 

o   Product line based 
Architecture Design 
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However, both requirements and architecture are 

emerging separately from each other and mutual interest 
areas of both fields yet to be dig down. Different type of 
architectural design consists of many related problem 
classes which is related to that particular design research 
solution classes. There is a very interesting connection 
between Software domain and Software architecture 
design domain in software engineering. Recently the 
research in problem frames related extended towards the 
architectural patterns and try to investigate the relationship 
between both of them. 

Both requirement engineering and architecture 
design communities held many conferences and 
workshops to explore the mutual benefits of both 
disciplines. In these workshops they discuss what’s 
currently going on and how to improve it further. Mostly 
the papers presented in these workshops are normally 
positioned papers, which indicate the author’s interest in 
(the) workshop. These papers are not considered as a 
formal publication, but they can be used in future as more 
formal way of publication. Normally the papers which are 
submitted in these workshops are categorized into 3 
groups, which are given in table 2. 

Table 2: RE vs. Architecture design research papers 
Groups Papers 
Group 1 Paper about moving from requirements to 

architecture design 
 

Group 2 Paper about moving from architectures to 
requirements 
 

Group 3 Paper about integration of requirements and 
architecture design 
 

3. Twin Peak Model of Requirements and 
Architecture 

In Software development field, it’s a normal 
observation that as early as you understand your 
customer’s requirements, it is easy to move towards such a 
solution which is your customers are expecting. Similarly, 
before time understanding of architecture provides a basic 
idea to discover the further constraints related to 
requirement and architecture, it also helps to evaluate the 
system’s feasibility [4]. Various software development 
communities often opt different substitute for initiation of 
software requirements or architectures. Waterfall process 
model also creates the system architecture that confines 
the users and developers by doing unavoidable changes in 
requirements. This was the main drawback of the waterfall 
development process. Then Spiral process model comes 
which resolve many deficiencies which were included in 
waterfall model and offer incremental software 

development approach, which help developers to easily 
evaluate and change the requirements according to the 
project risks. The Spiral process model reflects both 
necessities and realities of software systems. Spiral 
process model also acknowledges the need of development 
of software architecture that are yet stable and changeable 
in frequently changing environment. The purpose of this 
model was to enable developers so that they can work on 
requirements and architecture at the  same time [5]. 

From Figure 2 it clearly shows that twin peak model 
develop comprehensive requirements and architectural 
specifications in an incremental manner. This model we 
can say is the next version of Stephen Mellor's and Paul 
ward Development [6] model which they proposed for 
Real Time Systems. In software development, the change 
control is a fundamental problem. The Twin peak model is 
prone to change in a controlled way as they occur. 
Analysis and identification of core software requirements 
are necessary for the stable software architecture while 
changing requirements. Different processes are used to 
develop software systems in this context. Using COTS 
components means, re-using some built-in products at an 
earlier stage of requirements. If we want to be able to 
compete with the changing requirements environment, 
than we have to accomplish all the development activities 
quickly. 

 
Fig 2: Twin Peak Model 

 

3.1 Twin Peak Model Management Concerns  
Nowadays, many software development 

organizations use twin peak model approach and deal with 
requirements specification and design issues at the same 
time, except for some fine grain problem domains and firm 
contractual procedures. However, doing requirements and 
architecture design phase separately is very tricky because 
there are some restriction applies on developers, so that 
developers are not able to pay attention on their own part 
in software development. In actual, architectures can 
restrain designers to meet the specific requirements, and 
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collection of requirements can also help designer to build 
architecture. If we see industrial software development, 
then most of the people moving toward spiral process 
model. It is normally known as Twin peak model to 
emphasize that the requirements and architecture have an 
equally contribution in software development. Barry 
Boehm identified that Twin peak model address following 
3 management concerns: 

 

 

Fig 3: Twin Peak Model management concerns 

 
. Recently most of the Software design communities 

have already identified many design patterns to express the 
range of many implementations. These software design 
communities also recognized many suitable architectural 
design patterns to meet the various types of global 
requirements. These Software Design and Requirements 
communities also encourage the usage of problem frames 
and analysis, pattern frames of Michael Jackson's and 
Martin Fowler respectively, to discover the problems for 
which solution exists. 

3.2 Building Modular Software Incrementally 
If we build software systems with well-defined 

interfaces, which offers capabilities such as maintenance 
and re-use of components. Software design community has 
developed design patterns for a specific implementation. 
To meet various global requirements, software architecture 
community has developed various architectural styles. 
Using Michael's problem frame and Martin's analysis 
patterns we can identify problems for which solution 
domain exists. 

 

Fig 4: Software Architectural Patterns Design, and 
Requirements 

 
In above Figure 4 it clearly shows that in software 

development environment requirements, architecture and 
design get equal attention. Styles and patterns which are 
adopted by the developers according to the system 
components which need to build and the relationship 
between these components. These patterns are connected 
by a relationship, figure shows that how different 
requirements, design and architecture patterns are 
connected and which one is the initial point for component 
based development. The predetermined architecture can 
easily limit the types of problems. It can be used to 
develop different types of design; on the other hand rigid 
requirements pose limitations on the architecture and 
design choices. From the perspective of requirement 
engineering, problem structuring can be achieved by using 
problem frames. In the given context, the existing 
architectures can influence the perception of (developers 
of structuring the problem, some problem frames are 
reverse engineered from existing designs. 

 

3.3 Weaving the Development Process 
The twin peak model is similar to Kent Back’s 

extreme programming approach. So that the goals of 
exploring possible implementations of the given context is 
early and iterative. The twin peak model is harmonized in 
XP that's why it put more focus on front end software 
development activities, architectures and requirements. 
Large scale projects can be efficiently managed if the 
requirements are understood early and the choice of 
architecture is made in accordance with the requirements. 
The XP focus on production of code whether it is at the 
expense of requirements or architecture. On the other hand, 
focusing only on requirements and architecture, resist 
scalability issues. Iteration and modularity are also 
important. The twin pea model is in itself is iterative, 
integrating it with components which are tested and 
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derived from well understood prototype can help in 
development of large scale applications in increments. 

3.4 Questions in Software Development 
Practitioners and researchers are stressed to improve 

processes that permit fast software development in a modest 
market, joint with the better analysis and arrangement that is 
essential to yield high quality software within low budget 
and time constraints. A faster and ideal development 
technique allows requirements and architecture of the 
software system work collaboratively and iteratively to 
describe the features required. This can improve 
understanding problems by the developer by considering 
architectural conditions and the architectures can be built 
which are based on requirements. There are many questions 
which are yet to be answered. 

 

Table 3: Basic set of question's in Software development. 

Sr. # Question's 
1 What requirements are stable in changing 

requirements and how are they selected. 
2 What type of requirements are stable then 

other requirements how are they identified. 
3 What type of changes we are prone to expect 

in the software architecture? 
4 How can we manage architecture and 

requirements to minimize changes impact? 
 

The Twin Peaks model signifies already available, but 
inherent, state of the exercise in software system 
development. Because it is based on well-known research 
in its evolutionary development, the software development 
communities don’t accept that such a model signifies 
acceptable practice. The answers to the above questions 
will open new fields such as: 

 

 

Fig 5: Twin Peak Model as identification of new fields 

The development process which makes it possible fast 
and incremental delivery are essential for the software’s 
that need to be developed quickly and shorter time to 
market, as a key requirement. So software development 

communities still aren't identifying such type of model 
represents the acceptable practice. 

 

4. Boundary between Problems and Solution 

Software development life cycle involves two 
important activities, requirement engineering and software 
architecting. The objective and purpose of the software 
system is contained in the requirement engineering process. 
This process involves requirements to be  unambiguous, 
correct and consistent so that they provide a baseline for 
further software development, system validation and its 
evolution. The software architecture is concerned with the 
solution space. The architecture of the software is 
explicitly defined and a baseline is prepared on which 
subsequent development activities will be planned [7]. 

In software engineering there is always a challenge that 
how to design software that will fulfill the requirements of 
the customer and architecture that will maintain the 
intended behavior in a systematic way [8].  

 

4.1 Problem Exploration by Requirement 
Engineering 
Requirement engineering is a field which concerns 

with the elicitation on the goals that a user wants to 
accomplish with the software system. The goals of a 
software system are given in terms of requirements. The 
requirement engineering is concerned with the customer 
choices, which a customer wants particularly from a 
software system. The solution cannot be separated from 
the problem analysis, the reason behind that is they will 
have an effect on the problem area. Architectural frames 
were introduced by Rapnotti gave a new idea of 
architectural frames [32].  Architectural elements are 
depicted by the use of these frames. They applied their 
approach on the pipe and filter style by creating 
architectural frames for this style. Pipe and filter style uses 
components and connectors, components are pipes and 
connectors are filters, components have the capability to 
take input and give output. The use of pipe and filter style 
introduced new problems, concerning scheduling and 
input to output transformation. The new formalization of 
the problem, created new requirements and new filters 
were needed to be planned, to accomplish the original 
problem [2]. 

There is always an interplay between the problem 
analysis and solution considerations, it can happen 
conceptually but in reality this separation cannot be true. 
There is always interdependency between them. There is a 
trade-off between the implementation of certain 
requirements over others. The architecture depends not 
only on the requirements that can be satisfied but also on 
the others which cannot be satisfied. New sub problems 
(requirements) can also be faced while implementing 
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certain requirements [2]. So requirement engineering 
explores the problem domain by working on those 
requirements. 

4.2 Comparison of Software Architecture and 
Solution Structure 

The design decisions usually related to the other design 
decisions [15]. Kruchten categorizes the design decisions 
in three categories: 
 
1. Existence Decisions 
2. Property Decisions 
3. Executive Decisions 

Table 4: influence of design decisions 

Sr. 
# 

Name of 
Design 
Decision 

             Impact 

1. Existenc
e 
Decision
s 

The existence design decisions are 
not much important to capture, but 
they are shown in the 
implementation of the software 
system. 

2. Property 
Decision
s 

Property decisions affect too many 
elements, and they are implicit and 
may not be documented, there may 
be other design decisions made 
which overlap the previous property 
decisions. 

3. Executiv
e 
Decision
s 

These decisions are all political, 
personal, financial, cultural and 
technological constraints. Executive 
decisions constraints or frame the 
property and existence decisions. 

Architectural design decisions are supreme 
stakeholders for building challenging software. The 
relations between the decisions play a good role in the 
evolution and maintenance of the development of such 
systems [15]. 

For example,we are building a Java application and 
we make a decision that to use JSF, then it limits the use of 
JMS and a conflict will rise to use PHP. And similarly we 
use publish/subscribe style, then it will conflict the 
decision to use peer to peer style and it will constraint with 
the decision of choosing the publisher technology. The 
architectural design is broken up into individual design 
decisions, a new perspective of the architectural design. 
This process also helps in diverging the focus onto the 
result of using design decisions [15]. 

4.3 Discussion on Problems and their Solution
  

After getting requirements from the stakeholders, a 
software architect will come to know that there are some 
requirements which don’t play any role in software 
architecture, for example, if we want to use a matrix based 
display to show the speed of the vehicle, then we will not 
consider this requirement in the architecture level 
discussion. Here we are discussing only those 
requirements that plays role in the software architecture. 
We are limiting our discussion in context of requirements 
to architecture as discussing the architecturally significant 
requirements. 

Poort stresses on the point that the three are 
conflicts that arise by having conflicting requirements in 
the domain of solution [16]. Kozaczynski supports this 
argument that the main requirements cannot be understood 
until the architecture is not baseline [17]. Hofmeister 
worked on five different architecture designs, he 
summarized that all the architectures started in a non-
sequential manner and goals and the limitations are 
demarcated when the architecture was finalized [18]. 

Savolainen and Kuusela presented a mixed design 
of requirements specifications, they support that the design 
details which don’t include any option are highly forced 
requirements [19].Seemingly the choice of mandatory 
performance in a particular situation has an immense 
effect on architecture of a software system associated with 
the under discussed problem. When we make a choice of 
using a particular architectural domain and style, it will 
have an effect on the problem side because there are new 
requirements according to the style used for which new 
design decisions has to be taken. In this discussion(,) we 
can conclude that architecturally significant requirements 
(ASRs) and architectural design decisions (ADDs) have 
not well defined relationship, the sources and the 
outcomes cannot be implemented in  the problem or 
solution domain. So contrasting problem and solutions is 
merely a false contradiction.  

 

5. Architectural Design Decisions and 
Requirements 

The problem frames classify the problem in (a) 
structure, analysis and the area in which the problem is 
situated, which is called problem space [13].This approach 
uses problem rather than (the) solution, this approach uses 
the problem domain to allow the owner who have(has) the 
knowledge of the base of the problem to initiate and run 
the requirement phase. Problem frames has(are) following 
different variations: 

 

 



IJCSNS International Journal of Computer Science and Network Security, VOL.25 No.9, September 2025 
 

 

118

 

Table 5: different situations, solutions and the resource to 
attain a solution 

# Situation Solution Solution Attained 
by 

1. 
Trade-offs 
between 
requirements 

Owner and 
solution 
engineers 
negotiation 
[20] 

Software engineer’s 
field knowledge 

2. 
New 
software 
development 

Existing 
components, 
[21] 
frameworks 
[22]and 
architectures 
are used  

 
Selection of 
architectural styles, 
pattern development, 
selection of field 
specific 
architectures,  

3. 
Experts 
workers 

Express their 
expertise 
through 
development, 
even for 
modified 
software. 

reuse of past 
Development 
experience. 

5.1 Indicative and Optative Statements 
ASRs and ADDS) are all same in a way(,) if way if we 

consider them as optative statements. ASRs and ADDs 
constraint other decisions and sometime themselves are 
constrained by some decisions. This has meanings that the 
telling problem domain accompanies indicative 
specifications. In this sense the decisions that are attained 
are categorized into two categories, one of them is named 
ADDs and one of them named as requirements. 

 

Fig 6: Indicative properties of optative 
 

An example is discussed here about an application, 
a Package Router, for example, when the hardware is 
selected and its properties are defined then this will be 
considered as the indicative properties and if we build its 
architecture then it will define limitations about the 
requirements and design. Then we have to define its 
software properties, so we have to make the decisions 

about the architecture to finalize the architecture. This is 
quite natural because if we define the architectural style 
then it will pose limits on the requirements conditions. 
This is slightly different with a hardware already 
determined variation as in this situation we are 
determining the architecture of our hardware also because 
it was not provided. This concludes that in the first 
situation the properties of the hardware was part of domain 
problem itself so it used requirements, while in our second 
situation the properties of the intended hardware was part 
of the problem and it had effect on the problem side [2]. 

Both ASRS and ADDs have affects that are similar 
to the development of the software system, the preferences 
for the desired implementation and ruling out the features 
that are not desirable. This can only be possible and 
implementable for the opinion that ADDs are an important 
part of the knowledge of architecture and the intended 
architecture is not just a mere structure. .  

5.2 Architectural Decision Loop 
The decision loop that is drawn in the diagram 

below shows the relation between architectural design 
decisions. It shows that design decisions are taken, and 
they introduce new design decisions that are to be made 
with respect to the previous design decisions 
[23].Relations in between ADDs is modeled in a loop 
called decision loop. Here by using the phenomena the 
ADDs put forward latest matters, for those matters new 
ADDs are to be engaged. Decision loop can be viewed in 
the Figure 7. Implementation needs to take some design 
decisions, requirements reflect some design decisions, and 
some of them are limiting decisions. For example, if there 
is a situation that we want to have check on the data 
storage, different scenarios can solve this situation,  when 
one method is selected this, becomes a design decision, 
and this decision topic creates various latest assessments 
for example the circulation of the events generated by the 
system to the intended components. A New instance of 
example is, about the space concerned, according to this 
condition the software system should handle data that in 
increasing in amount continuously. We will consider this 
condition as an ADD because new requirements will be 
accomplished by this single requirement. The Rationale 
has an important impact of the RE process for instance, 
taking an example of goals concentrated RE procedure [9]. 
Taking a goal and the need of goal is categorized, now 
high level goals can be signified. How the system will help 
satisfy a goal, this goal will further refine new goals. . 
New instance of example is, about the space concerned, 
according to this condition the software system should 
handle data that in increasing in amount continuously. We 
will consider this condition as an ADD because new 
requirements will be accomplished by this single 
requirement. Rationale has an important impact of the RE 
process for instance taking an example of goals 
concentrated RE procedure [9]. Taking a goal and the need 
of goal is categorized, now high level goals can be 
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signified. How the system will help satisfy a goal, this goal 
will further refine new goals. Bi directional process of 
Decision Making 

Holyok and Simon discuss the decision making as 
a bidirectional process. In this process and point of view, 
there is no proper distinction between the problem and 
decision as in the problem of requirements and design 
decisions. This type of decision making process plays 
(a)role in conflicts, ambiguity characteristics that 
accompany in maximum SE environments [25]. 

 

5.3 Repository of ADDs and Requirements 
Here the authors defined a combined repository of 

ADDs and ASRs and name it as a magic well. The user 
intention dominates the choice, ASRs and ADDs are 
extracted from the magic well,according to the intention or 
the user of the magic well. The perception of the 
statements as we do is merely different to the perception of 
the magic well.  

 

 

Fig 7: Architectural decision loop 
 

 

The relation between the RE to architecture with 
reference to the magic well is elaborated in table 6. 

 

Table 6: Methods and techniques: Requirements 
engineering versus architecture 

Sr. 
# 

Requirements 
Domain 

Repository 
as Magic 
well 

Architecture 
Domain 

1. Requirements 
elicitation 

Formation of 
statements 

Choice 
making of 
architecture 

2. Requirements 
negotiation 

 Architectural 
Exchange 
analysis 

3. Requirements 
Descriptions 

Storage of 
statements in 
the repository 

Architectural 
Design 

4. Requirements 
Validation 

Relate 
repository 
data with 
certainty 

Architecture 
Valuation 

5. Requirements 
Documents 

Writing down 
the repository 

Architectural 
Explanation 

6. Requirements 
Administration 

Organizing 
the repository 

Knowledge 
management 
of the 
architecture 

 

Architecture and requirements uses own criteria to 
see the well. The new requirements are extracted and 
dropped in the well is the process of requirement 
specifications. Design and what architects call the design. 
The requirements that are elicited or architectural design 
decisions should explicitly be defined. Because if this 
process is not performed, then it will result in the forgotten 
of the requirements, architectural requirements and 
architectural design decisions both have their own way of 
expression, i.e. formal language specification, UML 
diagrams, ER diagrams, sequence diagrams etc. [2]. 

5.4  Architectural Design Decisions an Example 
Roller gives an example of some material floating 

in compound with architectural design decisions. If the 
material is not touched for a moment, it will sink and 
disappear [28]. If we drop the statements in the well and 
don’t check them, then this phenomena will be observed. 
Architectural statements, management has received a great 
interest in requirement engineering as well as architectural 
community. 

Both architectural decisions and requirements 
management consider the well not as statements repository, 
but the well but as an information database. Both 
requirements and architecture should impose a structure of 
their own on the well contents which will capture the 
connections between architectural design decisions and 
requirements [2]. 
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6. Requirements Discussion 
Requirement engineering is a field which concerns 

with the elicitation of the goals that a user wants to 
accomplish with the software system. 

6.1  Requirements Elicitation 
The requirement engineering pays a great attention 

towards elicitation techniques the elicitation can be 
focused groups, interviews, and prototyping and use cases. 
After elicitation every requirement is given a relative 
weight by requirement negotiation process. The 
architecture pays attention of use of a particular alternative 
as what architecture to use and which is not used; selection 
of a specific architecture uses an approach of tradeoff 
analysis. In the software architecture the requirements are 
not processed as they are elicited, but they are less 
formally implemented as they are elicited. Bass explained 
the business life cycle in the paper they focus on 
addressing stake stakeholders  and their requirements but 
they didn’t discuss the methods of eliciting those 
requirements [20]. While applying requirements and 
architectural design decisions a certain amount of 
creativity is required for example, for requirements, 
architectural solutions are needed. 

6.2  Requirements and Architectural Validation 
Validation is an important part of requirement 

engineering and software architecture. The name 
evaluation or assessment is given to architectural 
validation. Various approaches have been devised by the 
architecture community for architectural assessment and 
their impact on software quality for example, modifiability 
[26] or they consider different quality issues and the 
relationship between those quality issues [27]. Different 
approaches are used for requirements. Validation such as 
reviews and inspections. But those techniques are less 
formal. In both of these methods, the technique of 
validation is different but they share much in common. 
Organizations usually use an approach which is similar to 
cafeteria like,  this method is to hire the snippets of the 
methods to be used which are according to the particular 
and specific to the under discussion scenario. Usually 
scenario based methods are used both in architectural 
assessment and requirements validation. 

7.  Cross Fertilization 
In this topic we discuss that how software 

engineering community can benefit from architecture and 
vice versa. Architecture business cycle is a model for 
architecture community other than that there is no other 
model for requirements elicitation. It is not the point of 
any concern because, according to the magic well 
elicitation is not the architect’s job. Architectural business 
cycle concentrates on the interaction between stakeholders 
and understanding of their requirements. Business goals 
and stake holder’s requirements play a major role for 

software architects. The main approach in this area is the 
management. The ADDs and related knowledge of the 
architecture are of great interest in relation to the 
management. This management is the most recent field in 
the architecture community. There are many issues that 
requirement engineering society is facing; some of them 
are evolving, modifiability, traceability, and rationale and 
evolution management. The management of the 
knowledge of architecture accompanies the building of 
frameworks which will arrest the knowledge [29]. There 
are different approaches of requirement engineering 
management which are similar to the knowledge of 
architecture management. Goals plays very important role 
in requirement engineering, while the management of the 
architecture includes areas such as traceability, conflicts 
discovery and exploring new design variations [30]. 

8. Future Work 
Currently requirement management and 

architectural knowledge management are considered 
different information wells. Both fields compare 
challenges to the each other, but they don’t pay attention 
to the other perspective of similarity between those fields.  
With a broader perspective, we can realize that both areas 
are concerned with a same problem but looking at them a 
problem has different angel for both or the areas. If we see 
deeply we will find that the requirement management has 
some areas that are still to be explored and there are many 
issues in this area in contrast with the management of 
architectural knowledge. Further exploration of this are 
will open new horizons for the requirement management. 
Both communities can learn from each other’s experiences. 
The discussion on the magic well elaborates that 
architecture is not just the responsibility of the software 
architect, but requirements that are architecturally 
significant can shape the architecture. This is because that 
both fields are complementary to each other. We cannot do 
anything without the consideration of either of them. 
Because they are complementary, we require both of them. 
Both fields have overlaps) but they use different 
perspectives,so we should use our techniques and methods 
to surf common goals rather than differences. Further 
exploring cohesions between architecturally significant 
requirement and architecture design decision will serve 
that goal. 

New research areas in the field of goals modeling can 
be explored in this field the research questions are: 

1. What arerequirement interdependencies? 

2. How interdependencies are identified? 

3. How requirement interdependencies are described? 

4. How requirements can address interdependencies? 

In architectural knowledge management, 
interdependencies have important characteristics. The 
reasoning proposed by Kruchten tries to answer those 
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questions. The management areas of both requirements 
and architecture because of the emergence of these fields a 
one to one collaboration and exchange of results of 
research is very useful to all the stakeholders, concerned 
to(in) this particular field.  

9. Conclusion 
The conclusion that can be extracted from this 

research paper is that ADDs and ASRs are on the equal 
level of significance. The difference may be the point of 
view through which they are observed. Some people may 
disagree, but this paper plays a constructive role in this 
area, it will also open new doors towards tighter 
collaboration between the two fields. The requirements at 
the level of software architecture are very important to 
build the software architecture. We have worked to 
change the viewpoint of a different perspective of both 
fields to a closer and collaborative view. The analysis of 
the requirements should be done by considering the 
architecture of the software to be built. So we can get 
architecturally significant requirements and hence we can 
build an architecture which is more collaborating with 
requirements. Architectural design decisions plays a key 
role in software evolution and maintenance, so we should 
use a proper mix of  architecturally significant 
requirements and architectural design to build a product 
that will be maintainable and evolving with time as well 
as it will accomplish the customer requirements. 
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